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Abstract

Composition of time and space in a unified data framework results into spatio-temporal databases. Spatio-temporal Database Management Systems (STDBMS) are able to process, manage and analyze spatio-temporal data. HERMES provides spatio-temporal functionality to Oracle 10g Object-Relational Database Management System (ORDBMS). It introduces time-varying geometries that change their position and/or extend in space and time dimension either discretely or continuously, extending PL/SQL, the data definition and manipulation language of Oracle 10g, with spatio-temporal semantics. Currently, its main use is for representing moving objects (cars, trucks, people etc.) trajectories.

The problem of geospatial data interoperability has been an issue throughout the Geographic Information Systems (GIS) industry for a long time. The Open GIS Consortium (OGC) developed an eXtensible Markup Language based standard, Geography Markup Language (GML) with the intention to overcome this issue. GML is the standard for transport and storage of geographic information for those who need spatial and temporal sharing. GML, being a subset of XML, separates the content from presentation. Making maps from GML data involves a transformation of GML data into a display format that can be interpreted by viewer software. Keyhole Markup Language (KML) is an XML-based formatting standard that can be used to visualize GML data, using projection engines. The transformation of GML data into KML can be accomplished using an eXtensible Stylesheet Language Transformation (XSLT) stylesheet together with an XSLT processor. The XSLT stylesheet is an XML-based document that describes how data in a GML document is transformed into graphic elements in the KML document. By using different stylesheets, the same GML dataset can be visualized differently. In the same way, different datasets having a homogenous schema can use the same stylesheet. The possibility to use the same stylesheet for visualizing different datasets could be very useful in geographic data visualization.

This thesis is focused on two domains;

- In designing and implementing a wrapper for transforming raw HERMES’s data into GML entities and process specialized GML queries sent to the database and
- Transforming these GML results into KML files for visualization purposes, via third-party projection engines.
Περίληψη

Η ενοποίηση του Χόρου και του Χρόνου σε ένα ενιαίο πλαίσιο έχει ως απόρροια τη δημιουργία χωρο-χρονικών βάσεων δεδομένων. Τα Χωρο-Χρονικά Συστήματα Διαχείρισης Βάσεων Δεδομένων (Spatio-Temporal Database Management Systems = STDBMS) είναι σε θέση να επεξεργαστούν, να διαχειριστούν και να αναλύσουν χωρο-χρονικά δεδομένα. Το HERMES παρέχει χωρο-χρονικές λειτουργίες στο Αντικειμενο-Σχεσιακό Σύστημα Διαχείρισης Βάσεων Δεδομένων (Object-Relational Database Management Systems = ORDBMS) της Oracle στην έκδοση 10g. Εισάγει χρονικά μεταβαλλόμενες γεωμετρίες, οι οποίες είναι σε θέση να αλλάζουν τη θέση, ή/και το σχήμα τους στο πεδίο του χώρου ή/και του χρόνου ανά τακτά διαστήματα ή/και συνεχώς. Έτσι επεκτείνεται το PL/SQL (Procedural Language/Structured Query Language), την γλώσσα ορισμού και χειρισμού δεδομένων της Oracle 10g, με χωρο-χρονικές έννοιες. Στην τρέχουσα κατάσταση, η βασική του λειτουργία αφορά στην αναπαράσταση τροχιών κινούμενων αντικειμένων (αυτοκινήτων, φορτηγών, άνθρωπων κλπ).

Το ζήτημα της δια-λειτουργικότητας των γεογραφικών δεδομένων αποτελεί πρόβλημα στη βιομηχανία των Γεωγραφικών Συστημάτων Πληροφοριών (Geographic Information Systems - GIS) για αρκετό καιρό. Το Open GIS Consortium (OGC) ανέπτυξε ένα πρότυπο βασισμένο στην XML (eXtensible Markup Language), το GML (Geography Markup Language) με σκοπό να υπερκεράσει το πρόβλημα της δια-λειτουργικότητας. Το GML αποτελεί πρότυπο για τη μεταφορά και αποθήκευση γεογραφικών πληροφοριών. Ωστόσο, υποστηρίζει το XML, διαχωρίζει την περιεχόμενο από την παρουσίαση. Η δημιουργία χαρτών από GML δεδομένα περιλαμβάνει τη μετατροπή των δεδομένων αυτών σε μια μορφή παρουσίασης, ικανή να αναλυθεί από το εκάστοτε λογισμικό παρουσίασης. Το Keyhole Markup Language (KML) αποτελεί ένα, βασισμένο επίσης σε XML, πρότυπο οπτικοποιήσης των GML δεδομένων, κάνοντας χρήση μηχανών παρουσίασης. Η μετατροπή των GML δεδομένων σε KML επιτυγχάνεται με τη χρήση ενός Χειρουργικού προγράμματος (XSLT - eXtensible Stylesheet Language Transformations). Συνάλλαζε συνημβολή σε συνεργασία με έναν κατάλληλο Χειρουργικό προγράμματος. Σύντομο λογισμικό έναν μηχανισμό προγράμματος που μοιράζεται έναν ομοιογενή πρότυπο, μπορούν να χρησιμοποιήσουν ήτοι υπολογισμούς μηχανών παρουσίασης. Η δυνατότητα χρήσης κοινών κανόνων μορφοποίησης για την οπτικοποίηση διαφορετικών συνόλων δεδομένων μπορεί να αποφεύγει ειδικά χρήση για την παρουσίαση γεογραφικών πληροφοριών.

Η παρουσία μελέτη επικεντρώνεται σε δύο βασικούς άξονες:

- Στον σχεδιασμό και την υλοποίηση ενός ενδιάμεσου μηχανισμού (wrapper) για τη μετατροπή των προτογενών δεδομένων, που αποστέλλονται ως απόκριση από το σύστημα HERMES, σε GML όποιας άλλης και την επεξεργασία ειδικών GML εργασιών προς τη βάση και
- Τη μετατροπή των GML αποτελεσμάτων σε KML αρχεία για τους σκοπούς της οπτικοποίησης, με τη χρήση μηχανών παρουσίασης τρίτων κατασκευαστών.
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1 Introduction

1.1 Background and motivation

Nowadays, mobile users are more than ever before. In addition, advances in modern Database Management Systems (DBMS) have made it possible to store all kinds of information relating to various sources of Moving Objects (MO). For example, using Global Positioning Systems (GPS) and mobile-wireless communications it is possible to store information related to the geographical position of a moving object depending on time (Figure 1-1).

![Moving objects](image1.png)

**Figure 1-1: Moving objects**

At a second level, is a combination of such information from the perspective of the moving object, creating the so-called Moving Object Trajectories (MOT). Of course, the process of producing trajectories from a range of points depending on time requires custom software, which operates on top of a database management system and is able to model the required data structures supporting spatial and temporal concepts (Figure 1-2).

![Raw locations & reconstructed trajectories](image2.png)

**Figure 1-2: Raw locations & reconstructed trajectories**

The next stage is to feed the Moving Object Database (MOD) with all the information necessary to facilitate the various functions of Data Mining (DM) and taking into account the geographical context, as well as the various geographical levels, enabling export useful conclusions and ultimately knowledge in this field of research (Figure 1-3).

It is understandable that, mining knowledge is only one sector, in a wider field of research related to spatial and temporal information of moving objects. Other fields in this area may include patterns extraction, visualization of information etc.

A critical point for the operation of a system, which manages both trajectories of moving objects, and acts as a source of such information to third parties, is the transfer of data. More specifically, the need for interoperability at the level of migrant data to and from a Spatial Database Management System (SDBMS) is imperative. Interoperability in this case refers to the possibility of such a system to send data formatted into a self-described notation, which in turn is identifiable by each party.

Such an approach requires mediation, of custom software, which will aim to convert outbound, from the database management system, data in a commonly acceptable format such as eXtensible Markup Language – XML (Bray, et al., 2006). In addition, all incoming data are urged to comply on the basis of a
predefined schema, so as to obtain the acceptance by the database management system for further processing. A competitive advantage arising from the use of XML standard is that because it is all about spatial data management, a more specific description can be used, which is directly associated with geographic concepts. This standard is Geography Markup Language – GML (OGC, 2004). With even the most recent additions to 3.1.1 version of GML, it is possible to model both spatial and temporal characteristics, as well as handle moving objects, through their respective extensions.

The introduction of mechanisms for formatting data (wrapping) certainly is not limited to the use of XML and GML standards. It is possible to model data on other known and commonly accepted standards, such as that of Keyhole Markup Language – KML (Google, 2008), which bears several similarities with that of GML, but also the implementation of custom standards representation, in accordance with their respective needs.

The use of generally accepted standards based on XML, such as those of GML or KML, outside the known benefits such as self-description, scalability, easy processing and handling, platform independence, etc., has some disadvantages, which lie mainly in nature of the spatial and temporal data and the way they are formatted. As with the XML format of data, it should be noted that GML documents tend to be large in size, mainly because of the existing extensive hierarchy GML 3 has. This makes data more difficult and complex to be processed, particularly when it comes to describe large volumes of data. One solution to this issue could provide some method of compression (i.e. Deflate algorithm (Deutsch, 1996)), having a direct impact as increasing complexity of the system and processing times. It is conceivable that the use of XML wrappers and/or parsers, who are involved in the process of exchanging data to and from a database management system, is a fairly good solution to the issue in interoperability, with the ultimate objective of creating a loosely-coupled system for this purpose.

### 1.2 Problem definition

HERMES (Peleakis, et al., 2006) is a flexible computing framework, capable to support the design and development of spatial and temporal databases. In addition, it provides the necessary infrastructure for posing queries to a database with moving objects, whose location, shape and size vary over time.

This framework has been developed as an extension, which provides spatial and temporal capabilities to the Oracle’s object-relational database management system on version 10g (Oracle Corp., 2003). In addition, it is designed in such a way that someone can use it either as a purely spatial or purely temporal system, but its main contribution is to support management of continuously moving objects.

In the current version, HERMES serves as a repository for trajectory data, through which a user comes to have a trajectory set for a moving object of interest in an object-relational form. In addition, the user can execute a series of queries to gauge data (using spatio-temporal operators or not) and retrieve the corresponding results. With its role as a repository of moving object trajectories, HERMES is used as a main data source in a series of individual applications as well, serving specific purposes, for example data loading software, data mining software, data visualization software, etc. (Figure 1-4). According to the
current system’s implementation, it directly rises a need for formatting the data exchanged between the repository and its various applications, using a commonly acceptable standard, with the ultimate objective of creating a more flexible and expandable system.

Figure 1-4: HERMES-based Trajectory Data Warehouse

With the main objective of developing a more independent and flexible system, it is necessary to achieve a higher level of processing both incoming data and outgoing results, with the use of GML standard. Based on the latest version of this standard (3.1.1), we are not limited in representing statically geographic concepts, but also moving objects. The proposal builds on the idea of implementing an additional mechanism, which will be deployed between HERMES and each application (Figure 1-5) and will be able to:

1. Provide a default GML standard, which will be used by the user for sending spatial and temporal queries to the database management system; these queries will then be converted into SQL queries, so that they can be further processed and
2. Receive SQL results before they are sent back to the user and transform them into GML-based structures, giving thus to the end user a self-described set of results in relation to the query which performed.

Figure 1-5: Wrapper extension on HERMES-based Trajectory Data Warehouse

Given that the GML standard is able to describe both spatial and non-spatial concepts, it becomes an ideal solution for creating trajectories of moving objects (using LineStrings in its most basic form), and also to accompany such data with other non-spatial information, which are necessary for describing each
item. Furthermore, the fact that the GML standard is based on XML grammar for data formatting makes possible the conversion of GML data in any XML-based visualization format, such as Vector Markup Language - VML (Mathews, et al., 1998), KML etc. This process may be accomplished in either the server’s domain or the client’s one. In this way, an immediate visualization of results returned from HERMES is achieved, via third-party projection engines, as Microsoft Virtual Earth (Microsoft Virtual Earth, 2008), Google Maps (Google Maps, 2008), Google Earth (Google Earth, 2008) etc.

1.3 Research objectives

The main objective of this thesis is to explore how accompanying representation technologies, such as XML, GML and KML can be integrated into a unified wrapper, which will provide HERMES with this ability to operate in a more interoperable fashion, while exchanging data. Another goal is to study the use of GML-based queries meeting a predefined application schema.

Based in the objectives above, the following research questions have to be defined:

- How is GML data structured?
- How can GML data be visualized?
- How can XSLT be used to transform GML data into KML?
- How is GML data converted into KML format?
- How all the already mentioned technologies can be implemented in the nature of an interfering mechanism between a spatio-temporal DBMS as HERMES and an end user?
- How this mechanism can be deployed in a client-server environment, such as the Internet?

1.4 Methodology

This thesis starts with a brief overview about the evolution of spatial databases and the accompanying temporal extensions of them. Thereafter, relevant literature on XML and XML-based technologies such as GML, KML and XSLT are reviewed. Finally, the design and implementation of a mechanism, in the nature of a web application, capable to act as a wrapper between these two worlds is studied. As a proof of evidence, a case study with real life spatio-temporal data are their capabilities to be represented in different formats is accomplished.

Chapter 1 of this thesis describes the research background and motivation, problem definition, research objective and issues, methodology and the thesis outline. In Chapter 2 we review MOD concepts, their evolution and describe HERMES-MDC extension. Chapter 3 is mainly focused on XML and related technologies. Geographic data representation in GML is described in Chapter 4. The 5th chapter provides information on what KML is and how it can be used to visualize GML data. Chapter 6 examines what XSLT is and how to use it in transforming XML-based data (GML) to another visualization XML-based format (KML). Chapter 7’s goal is to provide information about a prototype’s design and implementation for transforming raw data into GML and then visualize them, using KML transformations and projection engines. The material in Chapter 8 builds upon the overall system’s understanding by covering the prototype’s querying methods and transformation results based upon a real life dataset. Finally, in Chapter 9 this thesis conclusions and possible future work are presented.


2 Moving Object Databases

2.1 Introduction

This chapter examines various moving object databases concepts. Conceptual definitions and evolution information on spatial and spatio-temporal databases are provided. Finally, a brief description of HERMES-MDC concludes the chapter.

2.2 Mobility scenarios

Any physical object’s existence brings naturally and automatically with it that, at any point in time, it is located somewhere. In the dynamic world in which we live, space is a property that varies over time. Space and time have become such indispensable elements of human beings’ daily life, that we almost never think about them, and sense them while having difficulty in describing them.

In a rapidly evolving world, mobility is an important factor of people’s life. The Internet, wireless networks, positioning technology as well as personal devices such as PDAs and cell phones and their related services are being advanced and improved day by day. Over the past few years, rapid advances in miniaturization and personalization of electronic devices have taken place, which consequently have resulted in major price reductions. Performance improvement of general computing technologies on the other hand has made it possible to introduce services that previously were even impossible to think of. The ultimate goal of all these advances is to satisfy the consumers’ rising expectations. This can be achieved if information can be timely provided in the right place. In the coming years, delivering appropriate timely (personalized) services based on the position of mobile consumers will become increasingly important. Provision of such information will benefit the consumers in various ways, for instance, in better awareness of their surroundings, in identifying potential problems and bottlenecks, which in turn helps them to more efficiently and accurately plan to tackle them, in better management of available resources and planning for possibly sharing them for efficiency reasons.

Despite some success in fulfilling consumers’ requirements, there is still a long way to go and new serious challenges are ahead. One of these challenges is the lack of database support at present. This stems from the fact that existing databases, which are one of the key elements in making more practical and accurate information available, are at their best good in handling static situations, while the concept of mobility brings up a new set of requirements, dealing with dynamic situations.

The central issue in any mobility scenario is the object whose position continuously changes, i.e., the moving object. Although the concept of moving object is rather new in the area of spatio-temporal databases, the variety of applications that may benefit from it is enormous. Urban traffic, especially commuter traffic, and rush hour analysis; fleet management and car theft protection; monitoring animal migration; analysis of shopping behavior (in a mall or city center); patient tracking in a hospital; location-based services, such as tourist information, localized advertising, emergency services; these are just a few examples to mention. The potential is simply enormous.

2.3 Capabilities of spatio-temporal databases

In a world facing information explosion, positioning technology is rapidly making its way into the consumer market, not only through the already ubiquitous cell phone but soon also through small, on-board devices in many means of transport and in types of portable equipment. It is thus to be expected that all these devices will start to generate an unprecedented data stream of time-stamped positions for the agents that carry them. This development does not depend on GPS technology alone; in-house tracking technology applies various techniques for up-to-date positional awareness, and adaptable antenna arrays can do accurate positioning on information obtained from calls by cell phones (Cooper, 2003).

Thanks to these advances in positioning technology, which makes data about moving objects easily available, soon these objects have become one of the focuses of the spatio-temporal database community. However, in spite of its simple looks, the moving object concept has become a practical challenge in applications dealing with mobility, Internet technology, and Geographical Information Systems (GIS).
Databases have not very well accommodated moving object data in the past, as their design paradigm was always one of \textit{snapshot representation}. Their present support for spatial time series is at best rudimentary. Consequently, database support for moving object representation and computing has become an active research domain; see for instance (Abdelguerfi, et al., 2002), (Zhu, et al., 2002), (Guting, et al., 2000), (Saltenis, et al., 2000) and (Agarwal, et al., 2002).

Database management systems (DBMSs) have a potential foundation for moving object applications; however, they are currently not used for this purpose and at the moment the aforementioned moving object application domains lack database support. The reason is that moving object databases require a set of critical functionalities to be integrated, and built on top of existing DBMSs (Wolfson, et al., 1999).

What is needed in current real-world spatio-temporal applications is a small, robust, and highly expressive set of predicates, suitable for implementation based on off-the-shelf DBMS technology. The query processing schemes for the predicates and the accompanying indexing schemes should be supported by the implementation (Vazirgiannis, et al., 2001). Over the years, various issues were identified as a set of capabilities that should be provided by a DBMS to effectively and efficiently support mobility and moving objects. Despite their individual nature, these required capabilities are somehow related and any improvement or problem in one will affect the rest.

Following is an enumeration of important challenges that current DBMSs are facing, concerning moving objects:

1. Data modeling and representation
   
   Data modeling aims at defining the data types, operations, and relations between them (Guting, 1994) to support application design. In other words, data modeling is the common name for the design effort of structuring a database.

   This process involves the identification of the kinds of data that will be stored in the database, as well as the relationship among these data types (ITC Educational Textbook Series, 2001). The requirements of moving object modeling are not fully covered by current data models. We illustrate this below.

   Regarding data modeling, an important question is how to represent a moving object. The efficiency of indexing and query processing methods is highly affected by the chosen method to represent the continuous nature of the moving object. Since computer systems cannot easily represent continuous phenomena, such phenomena must be approximated using finite structures.

   The approximation methods should faithfully represent the object movement and provide a basis for further analysis, especially because an inappropriate technique will increase the uncertainty. The data model has direct effects on storage space, performance, and access time. The data model defined for modeling continuously changing locations should be simple, though expressive, and be easy to implement. The more expressive a model is, the closer to the real world the application will be, and the more semantics will be captured. However, the more expressive a data model, the more complex it may be (Tryfona, et al., 1997). Furthermore, since the moving object field of research is young, there is room for new concepts and techniques. Therefore, the data model should allow for possible extensions. On the other hand, the possibility of designing new data models based on already existing ones should be investigated.

   In addition, the moving object concept brings a new dimension to the definition of operations defined in traditional data models. For instance, the traditional definition of distance between two objects often concerns the Euclidean distance. However, distance in moving object scenario is a time dependent function, rather than a constant value. On the other hand, for network-constrained moving objects the use of plain Euclidean distance is not advisable, since the underlying network poses extra conditions on maneuverability of objects. This means that either existing operations should be revised and adapted to accommodate the moving object concept or new operations should be defined. In addition to the basic spatial and temporal data types and operations, which are supported by traditional data models, extra spatio-temporal data types and operations are needed. However, the question is what these extra data types and operations are, to fully support moving objects. This is an important issue since more powerful data models are the ones with more complete and expressive data types and operators and have the better strategy to reach the closure under the defined operations set. Furthermore, there is the issue of integrating such data types and operators with the DBMS. Data types can be integrated with the DBMS in three different ways, which from tightest to loosest are as follows: integration of data
types into the DBMS kernel, using a database extension, and implementing data types as a layer on top of DBMS. The choice of integration method is a crucial one.

2. **Query processing**
   Most existing query languages are non-temporal and limited to accessing a single database state (Deng, et al., 2002). Traditional query languages such as SQL were not designed for querying time-varying spatial aspects. Processing moving object data requires new sets of spatial, temporal, and spatio-temporal operators to be used in query processing. These new operators should be applicable for any kind of object, i.e., those with free movements as well as movement constrained objects. Movement of an object is either constrained by other objects or by the medium via which it is travelling. The question is how to design a query system on top of an existing query system to deal with the dynamic aspects of moving object data. Furthermore, moving object applications often have to use different databases to answer queries. This means that the query processing technique should account for delay, overhead, and inaccuracy (Wolfson, 2002).

   On the other hand, the mobility of objects leads to the invalidity of query answers, simply because some or all of the spatial and temporal criteria that were true at the time of posing the query will be violated very frequently. Therefore, the posed query should be reprocessed every now and then. Therefore, the question of when and how often the query should be re-evaluated arises.

3. **Indexing**
   Moving object databases often have huge amounts of data. Therefore, examining the location of each moving object in the database to answer queries results in high performance overhead. Thus, the location attribute should be indexed. However, straightforward use of spatial indexing is not feasible due to the fact that continuous change of the locations implies that the spatial index has to be continuously updated (Wolfson, et al., 1998). Constant updating of the indices is not feasible if not impossible due to huge computing resources required (Jensen, et al., 2001).

   Therefore, spatio-temporal indexing techniques are required. Previous work on indexing spatio-temporal data concerns either past or present and future data. However, most of these approaches deal with spatial data changing discretely over time (Pföser, et al., 2003). Therefore, an important question is how to index the continuously changing moving object data with sufficed performance and acceptable cost.

4. **Uncertainty handling**
   The locations of moving objects are inherently imprecise (Pföser, et al., 1999). This inherent uncertainty has various complications for database modeling, querying and indexing. The more accurate the record of moving objects, the better query results. However, this in turn may result in poor query performance. Therefore, a moving object data model must properly represent moving objects with reasonable degree of precision, which does not harm query performance (Jensen, 2002). On the other hand, moving object applications may need query-imprecision support, due to imprecision associated with other notions, (e.g., traffic jam) used in the query definition (Wolfson, 2002). One of the main research questions in this direction is how to build up new modeling and spatio-temporal capabilities needed for moving objects to handle the inherently imprecise data and their related query analysis, considering the fact that lowering uncertainty is costly.

5. **Data mining and prediction**
   One important database challenge is to find valuable information hiding in large amounts of data, such as moving object data. Moving objects often have repeated patterns of movement, which can be used for planning and management purposes. The objects’ movement can have periodically repeated patterns, e.g., animal migration patterns, commuters, shopping patterns, or sudden patterns. Identifying both these patterns is the key for successful planning in the objects’ environment. On the other hand, this identification can be used for classification of objects and consequently, providing appropriate services to objects, which share some profiles. However, due to the multidimensional nature of moving object data and dependency of its data to other objects as well as the underlying network conditions, if applicable, current data mining methods used in databases are not suitable for moving objects (Jensen, 2002).

6. **Keeping information up-to-date**
It is often assumed in existing databases that data does not change unless it is explicitly modified (Wolfson, et al., 1998). However, in mobility scenarios the moving object’s location continuously changes even if the database is not directly updated. Due to continuously changing nature of moving object data, keeping such data up-to-date is a must. Continuous update of the database is impractical since the location is updated very frequently. On the other hand, the answer of queries may be outdated if data is not properly updated. Furthermore, assuming that the moving objects themselves are responsible for transmitting location-oriented data updates via wireless networks, frequent updating would also impose a serious bandwidth overhead (Wolfson, et al., 1999). In addition, strategies are needed to handle possibility that a moving object becomes disconnected and cannot send updates, which results in incomplete and inaccurate data set. This will bring the attention to an important issue of how to deal with the trade-off between the updating overhead and incomplete and inaccurate data set. One also should pay attention to the fact that too few updates leads to information loss and too frequent updates gives rise to storage and transmission issues. In short, due to continuously changing nature of moving object data, keeping such data up-to-date is a must.

7. Efficient storage mechanism

Moving object applications have many objects to monitor, the monitoring process may be continuous, and the respective data acquisition rates may be high. Thus, an efficient storage mechanism is required. On the other hand, since not all the acquired data may be necessarily informative, to avoid wasting storage space, some compression mechanisms should be utilized.

8. Visualization

Graphical visualization is a strong power in moving object applications. However, considering the continuous change of the object data, there is a great concern on how query answer can be visualized. Another question is what dimension to use for the visualization purpose. Considering a 3D environment increases the moving object challenges in all aspects. Working in a 3D environment is not only 3D visualization. Obviously it needs spatio-temporal analysis of the 3D data types, which are not supported in the existing DBMSs. On the other hand, mobile consumers want to see their graphic display updated all the time, with local information.

2.4 Evolution of spatio-temporal models

For quite some time, members of the database community considered spatial databases and temporal databases to be new trends. Many database scientists identified and solved related problems. Spatial database research focused on modeling, querying, and integrating geometric and topological information in databases. Temporal database research concentrated on modeling, querying, and recording the evolution of facts under different notions of time and, thus, on extending the knowledge stored in databases about the current and past states of the real world (Erwig, et al., 1997). Despite the many great results achieved, the satisfaction of database community did not last long. It soon realized that in reality, space and time are rarely, if at all, independent. Soon, new efforts were directed towards integrating both concepts in one database. Both the spatial database community and the temporal database community individually tried to extend their databases to support the missing concept. Integration of space and time means dealing with time-varying geometries, which soon became the main focus of a new branch of database, i.e., the spatio-temporal database. Looking at history of spatio-temporal data models reveals how this branch of databases has evolved (Pelekis, et al., 2004).

By December 1997, the first attempt to integrate space and time into a relational database was reported by Tryfona & Hadzilacos. The modeling requirements of spatio-temporal applications at the logical level of design were discussed and the essential elements of a spatio-temporal application and the interconnections among them were represented. After identifying key features required for handling spatio-temporal phenomena that are currently lacking in relational data models, they proposed an extension of the relational data model, called the Spatio-Temporal Relational Model (STRM), providing a small set of representation constructs (Tryfona, et al., 1997).
In 1999, Wolfson and his colleagues identified a set of functions that are needed to handle moving objects and consequently they proposed a data model to support such capabilities. In their proposed prototype, called DOMINO, they aimed at integrating these required functionalities in a layer on top of existing DBMSs. They introduced a system architecture that consists of three levels. The first level is an object-relational DBMS, which stores moving object data in a form of a sequence of time-stamped positions. The second level is a GIS that is responsible for storing, querying, and manipulating spatial objects. The third layer, DOMINO, contains temporal predicates and offers support for inherent uncertainty of moving object data (Wolfson, et al., 1999). A comprehensive approach to integrate these supports in a commercial DBMS was also proposed (Wolfson, et al., 1998). Later, the data model was modified to also support uncertainty of moving object data and deviation between a moving object’s actual location and its location as stored in the database. In the new data model, which assumed constrained movements on predefined networks, point objects were either mobile or stationary. If the object is stationary, its location attribute is an (x, y) coordinate pair. However, if the object is mobile, its location attribute has six sub-attributes, namely, the pointer to a line object representing the network segment on which an object is moving, location and time at which the object started its movement, the direction in which the object travelled, the (presumed constant) speed at which the object travelled, and, finally, an uncertainty measure, which could have been either constant or a function of time, representing the threshold of the location deviation. Another contribution of this work was a probabilistic model and an algorithm for query processing. In this model the location of a moving object is a random variable. The density function of this variable is determined using object location at any point in time and uncertainty derived from the database (Wolfson, et al., 1999).

Pelekis et al. in 2002 presented an integrated and comprehensive design of spatio-temporal data types in the form of an Oracle Data Cartridge (Oracle Corp., 2003). HERMES Moving Data Cartridge (HERMES-MDC) (Pelelis, et al., 2006) and Oracle’s spatial data cartridge, namely the TAU temporal data cartridge and Oracle’s spatial data cartridge. It introduces time-varying geometries that change their position and/or extent in space and time dimension, either discretely or continuously. HERMES-MDC extends PL/SQL, the data definition and manipulation language of Oracle10g, with spatio-temporal semantics. The current thesis is based on HERMES-MDC and makes extensible use of it.

2.5 Spatial change in Moving Object Databases

We have seen that many developments in spatio-temporal data models are aimed at supporting the representation of spatial change over time. Two types of spatial change may be distinguished, namely discrete change and continuous change. Cadastral applications are well-known examples of the former, in which discrete changes are relatively easy to keep track of in a database. This can be achieved by frequently updating the database and recording history (Guting, et al., 2000). However, with continuous change, it is not feasible to constantly update the database for each such change.

The essence of spatio-temporal data models is to accommodate continuous change over time. Although this phrase almost immediately brings the terms moving object and movement to mind, it was only last years that researchers came up with formal definitions of both terms in context of spatial data handling.

A moving object is an object whose position and/or extent changes over time (Erwig, et al., 1999). The focus of this work is on moving point objects. Therefore, from now on whenever it is referred to a moving object, a moving point object is considered, unless it is mentioned otherwise. Any change in location will be viewed as movement. Simply speaking, movement is a mapping of time into space, indicating location at different points in time. The sequence of time-stamped locations visited by a moving object, form that object’s trajectory. A trajectory is an ordered historic trace of locations of a moving object that can be depicted (simplified) as a line, however, the temporal characteristics are important semantic parameter in definition of trajectory. In fact, a trajectory represents the path taken by an object together with the time instants at which the object was at every position along the path (Vaziriannis, et al., 2001).

In contrast to static objects, moving objects are difficult to represent in a database. Currently, applications dealing with moving objects are being developed in an ad hoc fashion. Despite of all the work on databases, situations in which the whereabouts of objects are constantly monitored and stored for future analysis are an important class of problems that present-day database users will find hard to tackle.
satisfactorily with their systems. The reason is that special functions needed by such applications are currently lacking. Therefore, there is an essential set of functions that has to be integrated, and built on top of existing DBMSs to support moving objects (Wolfson, et al., 1999). Such functions constitute a wide domain ranging from data models, data structure and operations, indexing methods, query processing techniques, and visualization methods that can handle continuous change in moving objects and their large amounts of data. Applications dealing with time-varying data can be classified in one of the following categories (Tryfona, et al., 1997), based on the type of change they accommodate:

- Applications that are concerned with changes of non-spatial characteristics of objects, e.g., land parcels in a cadastral information system,
- Applications in which the position of objects continuously changes, e.g., cars moving in a road network and
- Applications with objects that integrate changes in the above case as well as changes in their extent. This case mostly happens in environmental applications, e.g., monitoring water pollution caused by oil spills.

While the first category deals with rather discrete phenomena, the other categories handle continuous change. Since our focus is on continuous change of object positions, here a fundamental issue arises, namely the medium via which the objects are thought to travel. That medium may or may not impose restrictions on movement. This results in at least three scenarios of object movement:

- Free movement in 2D or 3D space, e.g., animal migration,
- Restricted movement in 2D or 3D space, e.g., ships along coastlines and
- Restricted movement on 2D or 3D networks, e.g., car movements.

Obviously, there are scenarios, in which movements occur in combination, for instance, movements in shopping malls. Although these can be seen on the one hand as free movements, since people can freely move in space in any desired direction and any manner, on the other hand their movements are still restricted to the corridors and spaces between shelves. Another important observation is that situations in which objects are stationary are special cases of movement and should not be ignored. Stationary situations may occur due to physical obstacles (accidents, traffic), permanent constraints on the movement (stops at traffic lights), or personal decisions (waiting for someone in a parked car).

### 2.6 Trajectory Representation

All points, which are traversed by a moving object, make up the trajectory of that object.

From users’ viewpoint, the concept of trajectory is rooted in the evolving position of some object moving in some space during a given time interval. Thus, trajectory is by definition a spatio-temporal concept. But while moving may be seen as a characteristic of some objects that differentiates them from non-moving objects (i.e. buildings, roads etc.), the concept of moving object implies that its movement is intended to fulfill a meaningful goal that requires moving from one place to another. Moving for achieving a goal takes a finite amount of time (and covers some distance in space); therefore trajectories are inherently defined by a time interval. This time interval is delimited by the instant when the object starts a movement (called begin) and the instant when the movement terminates (end). Identifying begin and end within the whole time-frame where the object is moving is an application decision, i.e. a user-driven specification. So, we can express the following definition, which formally defines a moving point trajectory in a database perspective.

\[
\text{trajectory} : [\text{begin}, \text{end}] \rightarrow \text{space}
\]

A trajectory is the user defined record of the evolution of the position (perceived as a point) of an object that is moving in space during a given time interval in order to achieve a given goal. (Damiani, et al., 2007).

The definition above settles trajectories as semantic objects. The time space function is defined by the user and is not necessarily the one provided by the data acquisition mechanism. The latter is the raw data, whose form usually is as a sequence of (sample point/time) pairs (Figure 2-1). Raw data often needs to undergo a cleaning process to correct errors and approximations in data acquisition. In addition, the application may be interested in only a subset of the cleaned sample points, e.g. skipping points acquired during the night to only retain daylight movement or replacing a sequence of irrelevant (from the
application perspective) points with a single representative point (e.g. for representing stops as a single point).

The original sense of the term trajectory denotes the changing position of an object in geographical space, be it a 3D space (e.g. the trajectory of a plane) or a 2D space (e.g. the trajectory of a rolling ball in a bowling game). We say a trajectory is spatio-temporal if spatial coordinates are used to express the position of the traveling object. Most frequently, the moving object is geometrically represented as a point (e.g., a person, an animal, a car, a truck, a plane, a ship, a train). Yet the moving object may have a surface or volume geometry (e.g. clouds, floods, air pollutions, oil spills, avalanches), in which case both change in position and change in shape may concur to define the trajectory. In the current thesis we only consider modeling spatio-temporal trajectories generated by objects represented as points.

Figure 2-1: Spatio-temporal path for ongoing moving objects as a set of points

A trajectory has two facets:

- **The geometric facet**: This is the spatio-temporal recording of the position of the moving point. It is a delimited segment (i.e., a single continuous subset) of the spatio-temporal path covered by the object’s position during the whole lifespan of the object. From the conceptual modeling perspective, we can basically rely on the definition given above and represent the geometric facet as a continuous function from a given time interval into a geographical space (the range of the function): trajectory: \[ \text{trajectory: } [\text{begin}, \text{end}] \rightarrow \text{space}. \]
  
  However, the modeling structure should also include the sample points (and the interpolation functions) that are used to discretely capture the trajectory function. The geometric facet could be modeled using the moving point data type.

- **The semantic facet**: This is the information that conveys the application-oriented meaning of the trajectory and its related characteristics.

2.7 Spatial Database Management Systems

In various fields, there is a need to manage data related to space. The space of interest can be, for example, the 2-D abstraction of (parts of) the earth's surface (i.e., geographic space, the most prominent example). Other examples are a man-made space (e.g., the layout of a Very Large Scale Integration - VLSI design), a volume containing a model of the human brain, or another 3-D space representing the arrangement of chains of protein molecules. At least since the advent of relational database systems, there have been attempts to manage such data in database systems. Characteristic for the technology emerging to address these needs is the capability to deal with large collections of relatively simple geometric objects, for example, a set of 100,000 polygons. This is somewhat different from CAD databases (e.g., solid modeling) where geometric entities are composed hierarchically into complex structures, although the issues are certainly related (Hilton, 2007). A simplified architecture of current spatial databases is presented in Figure 2-2.

Oracle Spatial is one of the most powerful spatial DBMSs on the market. Oracle series began to support spatial data in its option Oracle Spatial since Oracle 8i. Partially compliant with Simple Features Specification for SQL (Oracle Corp., 2003), Oracle Spatial supports several spatial types specified in SFS. Oracle Spatial is considered partially compliant with OGC specifications but not completely compliant because in Oracle Spatial there are no separate data types for point, linestring, polygon, etc.,
but there is uniform data type: \textit{SDO\_GEOMETRY} to represent all spatial data types. Beside spatial data types, a large number of spatial functions are available in Oracle Spatial as well.

Unlike other spatial DBMSs in which different spatial types represent different geometries, there’s only one spatial type: \textit{SDO\_GEOMETRY}. Before explaining the geometry types that can be represented with \textit{SDO\_GEOMETRY}, the Entity Relationship diagram in Figure 2-3 would be helpful to understand how \textit{SDO\_GEOMETRY} works.

Figure 2-2: Simplified architecture of spatial databases

Oracle enables users to define new data types (user-defined data types) which are made up of several attributes. These attributes can be of basic data types such as numbers, varchar2, date, or other existing user-defined data types. \textit{SDO\_GEOMETRY} is created as a user-defined data type. Several kinds of geometries can be represented by setting attributes of \textit{SDO\_GEOMETRY}.

Oracle Spatial support a large number of operators and functions for spatial data types. Spatial operators in Oracle Spatial provide optimum performance because they use the spatial index, which is an \textit{R-tree} (Guttman, 1984) organizing \textit{MBRs} (Minimum Bounding Rectangles) of geometry shapes, on spatial columns. Spatial operators must be used in the \textit{WHERE} clause of a query. Spatial functions in Oracle Spatial differ from spatial operators in that they do not require that a spatial index be defined, and they do not use a spatial index if it is defined. These spatial functions can be used in the \textit{WHERE} clause or in a sub-query. Both spatial operators and spatial functions are included in the Spatial PL/SQL Application Programming Interface (API).

There are several spatial DBMSs on the market, such as Ingres, Informix, PostGIS, and Oracle Spatial. All of them have spatial data types and spatial functions, but the differences in their spatial functionalities are significant, which can be revealed from the following comparison. Oracle Spatial is also included in this comparison as a reference spatial DBMS:

- Informix (IBM, 2008), PostGIS (PostGIS, 2008) and Oracle Spatial (Oracle Corp., 2008) support OGC specifications (OGC, 2008), whereas Ingres (Ingres, 2008) does not,
- The spatial types can only be 2D in Ingres, but they can be 3D or 4D (with measure values) in other ones,
- Supported spatial types are different. Oracle Spatial supports most of the data types specified in Simple Features Schema – SFS (OGC, 2008), and unknown geometry types can be stored; PostGIS supports the same spatial data types as Oracle Spatial, but unknown geometries cannot be stored; Informix does not have Multi-Geometry type, which is a collection of different basic geometry types; Ingres does not support any Multi- types, like MultiPoint, MultiPolygon, etc. and
- Numbers of spatial functions are different. Oracle Spatial and PostGIS give more useful spatial functions than Informix and Ingres.
### 2.8 Spatio-temporal Extensions

The concept for spatial data managing is in many cases solved by current DBMSs via the corresponding off-the-shelf extensions. The same is not true as far as temporal, and more precisely spatio-temporal, data are concerned.

![Entity-Relationship diagram for Oracle Spatial SDO_GEOMETRY (Kothuri, et al., 2007)](image)

The approach can be integrated into an Oracle ORDBMS using database extender technology, which provides a mapping between the API of the index and query structure, and the underlying database tables and index structures. The need to provide RDBMS support for spatio-temporal data is a natural extension of the stance taken for purely spatial or purely temporal database support.

#### 2.8.1 HERMES-MDC

In this direction, Pelekis et. al presented HERMES (Pelekis, et al., 2006). HERMES is developed as a system extension that provides spatio-temporal functionality to Oracle10g’s ORDBMS. The system is designed in a way that it can be used either as a pure temporal or a pure spatial system, but its main functionality is to support the modeling and querying of continuously moving objects. Such a collection of data types and their corresponding operations are defined, developed and provided as an Oracle data cartridge. HERMES Moving Data Cartridge (HERMES-MDC) is the core component of the HERMES system architecture. HERMES-MDC provides the functionality to construct a set of moving, expanding and/or shrinking geometries, as well as time-varying base types. Each one of these moving objects is supplied with a set of methods that facilitate the cartridge user to query and analyze spatio-temporal data. Embedding this functionality offered by HERMES-MDC in Oracle’s DML (Oracle Corp., 2008), one obtains an expressive and easy to use query language for moving objects.

In order to implement such a framework in the form of a data cartridge they exploit a set of standard data types together with the static spatial data types offered by the Spatial option of Oracle10g (Oracle Corp., 2008) and the temporal literal types introduced in a temporal data cartridge, called TAU Temporal Literal Library Data Cartridge (TAU-TLL) (Pelekis, et al., 2006). Based on these temporal and spatial object data types HERMES-MDC defines a series of moving object data types. The overall HERMES architecture can be seen in Figure 2-4.
A straightforward utilization scenario for a HERM ES-MDC user is to design and construct a spatiotemporal object-relational database schema and build an application by transacting with this database. In this case, where the underlying ORDBMS is Oracle10g, in order to specify the database schema, the database designer writes scripts in the syntax of the Data Definition Language (DDL), which is the PL/SQL, extended with the spatiotemporal operations previously mentioned.

To build an application on top of such a database for creating objects, querying data and manipulating information, the application developer writes a source program in Java/C# wherein she can embed PL/SQL scripts that invoke object constructors and methods from HERMES-MDC. The JDBC pre-processor integrates the power of the programming language with the database functionality offered by the extended PL/SQL and together with the ORDBMS Runtime Library generate the application’s executable. By writing independent stored procedures that take advantage of HERMES functionality and by compiling them with the PL/SQL Compiler, is another way to build a spatio-temporal application (Pelekis, et al., 2006).

2.9 Conclusion

Geographical data glut modern DBMSs every day. It seems, moreover, the importance they have placed in this field of supporting large vendors in their systems. Nevertheless, spatial, in conjunction with temporal data is not yet supported directly by current DBMSs. Thus, custom extensions are being developed, such as the HERMES-MDC.
3 The eXtensible Markup Language (XML)

3.1 Introduction
This chapter presents Extensible Markup Language (XML), its advantages and the basics behind it. It also describes the XML structure, and the relation with Document Type Definition, Schema and Document Object Model which are common in any XML application.

3.2 Evolution of XML
Structured content in general needs to be represented if it is to be used for machine-based processing. This means that there must be a formal and machine-readable way of representing document structures. Basically, a markup language is a text-based way of mixing structural information (the markup) and content, and the rules for how this is done are defined by every language, or by a framework which enables users to define their own structures.

The most prominent languages for defining own structures are presented, which are the Standard Generalized Markup Language (SGML) and the Extensible Markup Language (XML). Even though these languages are the most popular ones, there are also some non-markup approaches to representing structured documents.

The idea of structural markup (marking up content structures rather than layout information) was first presented by William W. Tunnicliffe at a conference in 1967. GML extended Tunnicliffe’s general ideas with a well-defined nesting scheme of document structures, and the idea of document types, which define the allowed structures for a class of documents.

Interestingly, what later became known and successful as GML was called Text Description Language first (as an internal name), and this still captures the essence of what markup languages are about: describing a text’s contents on the structural level, making it possible to have different applications using these descriptions for application-specific purposes.

Continuing the work on GML and joining forces with Tunnicliffe and Reid, the GML team moved on to develop the Standard Generalized Markup Language – SGML (International Organization for Standardization, 1986), which became the most important markup language and an important foundation for many document processing environments, because it was a standard rather than a product. This meant that using SGML, customers would not be bound to a specific software or vendor, and (at least theoretically) it would be possible for everybody to implement an SGML system by simply implementing the ISO standard.

However, even though SGML has had some problems with complexity and interoperability, it was the single most successful format for structured documents, and big organizations started recognizing the importance to store their documents in a well-defined and reusable way. For example, the U.S. Army required contractors to submit their documentation in SGML, which made it reusable and independent from any specific software or vendor.

When marking up document content, the question is what structural concepts do exist, and how can they be combined. For example, if there are sections which consist of headings and paragraphs or lists, would it also be allowed to use paragraphs within a list? These questions are addressed with SGML’s concept of a Document Type Definition (DTD), a definition of a class of documents which adhere to a well-defined set of rules. Using this concept, first a DTD is designed, and then instances (i.e., actual documents) of this DTD can be created, which must adhere to the rules defined in the DTD. Seen this
way, SGML is not a markup language in itself, but a mechanism to define vocabularies for marked up
documents. This is shown in Figure 3-1, which also shows some of the more recent relatives of SGML.

In the beginning of the 90s, markup languages became the driving force of the globalization of the
Internet with the Hypertext Markup Language – HTML (Raggett, et al., 1999), the content language of
the World Wide Web (WWW). In its first versions, HTML was more inspired by SGML than being based
on it formally, but this was changed later and HTML became a document type of SGML, which in SGML
terminology is called an SGML application.

HTML may not be perfect from the markup design point of view, but its simplicity makes it easy to
create. HTML’s balance of simplicity and expressive power obviously was a one of the major reasons of
the Web’s success, and even though many HTML creators today do not know anything about markup
languages and their concepts, they use an SGML-based markup language, as shown in Figure 3-1.

Figure 3-1: Markup language concepts

Even though HTML is well-suited for marking up documents for Web publishing, it is much less
suited for marking up documents for general-purpose document processing. HTML basically is a rather
simple page description language for Web pages, and as such has many limitations, such as missing
support for paginated media, better layout control in general, or more detailed text structures apart from
the simple model of paragraphs and simple lists. In the 90s, the Web grew at an astonishing rate, and
there was a clear demand from content providers to have a better way of representing their content than
just HTML. In particular, the trend towards mobile computing made it clear that contents should be kept
in a device-independent way, and HTML would only be one way of publishing content (other possible
channels being formats for mobile devices, or formats for print-quality publication).

XML supports the main concept of SGML, the Document Type Definition – DTD (Raggett, et al.,
1999) which enables users to define their own classes of documents. However, XML leaves out many of
the features that were thought of as being of only limited use. In fact, even though XML is radically
simplest in comparison to SGML, from today’s point of view probably some more features would
probably be left out, and a cleaner processing model would be defined.

However, even though XML may not have been the perfect markup language (in fact, it also is a
generic markup language because it is a mechanism for defining vocabularies and not a markup language
in itself), it has had a lot of success. Some of the reasons for this are political (it did not come from one of
the major vendors and as such is free of any operating system or programming language legacy), and
others are technical (the Internet needed a format for exchanging structured information). XML’s success
has been astonishing, and availability of a universally accepted format for exchanging structured
information often vastly outweighs any minor concerns users might have with some details of the
language.

It is interesting to note that even though XML was designed and thought of as a document structuring
language (in the same way as SGML was intended for documents), the majority of XML users today are
using XML for exchanging data rather than documents. Data in this case is more general than documents,
in the sense that documents are a certain type of data characterized by properties such as instance variability and semi-structured models, while data can be anything, but in practice often are just well-defined structures such as tabular material for typical business-to-business applications exchanging business data such as orders and invoices.

The last building block shown in Figure 3-1 is the Extensible Hypertext Markup Language (XHTML) (Pemberton, 2002), which has been first defined in 2000 and revised in 2002. Because HTML is based on SGML, and XML is supposed to be the foundation for all machine-readable data in the future, the W3C decided to create a new version of HTML. This new version is XHTML, and it is important to understand that XHTML does not add new features to HTML; it simply defines XHTML as being based on XML, so that XHTML documents can be processed using normal XML tools. This way, XHTML fits nicely into the overall picture of structured documents being XML documents, rather than using the older SGML syntax of HTML, which is much harder to process.

- Paragraphs without Emphasis:
  ```html
  <p>This is the first paragraph.</p>
  <p>This is the second paragraph.</p>
  </html>
```

- Paragraphs with illegal Emphasis (not proper Markup):
  ```html
  <p>This is the <em>first paragraph.</em></p>
  <p>This is</em> the second paragraph.</p>
  </html>
```

- Paragraphs with Tree-like Emphasis:
  ```html
  <p>This is the <em>first paragraph.</em></p>
  <p><em>This is</em> the second paragraph.</p>
  </html>
```

### 3.3 The eXtensible Markup Language (XML)

The XML 1.0 specification describes XML as a simple dialect (or subset) of SGML with the goal to enable generic SGML to be served, received, and processed on the Web in the way that is now possible with HTML. For this reason, XML has been designed for ease of implementation, and for interoperability with both SGML and HTML.

XML is a markup language, designed to structure, store and send information over the Web. It provides no predefined tags, as in the case of HTML, but provides standards so that the user can define his own tags and document structure. Hence XML is free and extensible. Furthermore, as XML is in plain text format, it provides a software and hardware independent way of sharing data. It enables data to be accessed by all kind of reading machines or processors.

Since XML documents are in plain text and structured (encoded) with user defined tags, it does not do anything without some kind of software. Therefore it has to follow some standards in encoding data to enable decoding by some other programs. For this XML adheres to the standards specified by the XML specification. At present, XML Specification 1.0 (Forth Edition) is the W3C’s implementation recommendation. XML documents must follow standard rules including the syntax for marking up and the meaning behind the markup. What a valid markup is defined by a Document Type Definition (DTD) or alternatively by an XML Schema.

#### 3.3.1 XML document structure

There are certain rules that have to be adopted while authoring XML documents and these can be summarized as follows:

- XML documents need a declaration at the top to signal what they are;
• Every XML document must have a root element (tag) that encloses the content;
• Every start tag must have a closing tag;
• Tags must nest cleanly;
• Empty tags have a different form to make it clear that these are tags with no closing tags;
• All attribute values must be in quotation marks;
• Tags are case sensitive and must match.

The XML documents must be precise; those not complying with these rules cannot be processed by
the XML parsers embedded in browsers or standalone processors. An XML document that conforms to
these rules specified in XML specification, as determined by an XML parser is classified as well-formed.
An XML Parser is a software program that creates the Document Object Model in the computer memory
(Houldling, 2001).

An XML document mainly consists of two parts; prolog and body. The prolog contains the
declaration, and the body contains the actual marked up document. The content of both parts (whole
document) is composed of declarations, elements, comments, character references, and processing
instruction, all of which are indicated in the document by explicit markup (W3Schools, 2008).

An example XML document is given below:
```xml
<?xml version="1.0" encoding="utf-8" standalone="no" ?>
<!DOCTYPE MScThesis SYSTEM "Document.dtd">
<!-- An XML Example -->
<document>
  <title>VisualHERMES:Extending HERMES Interoperability</title>
  <pub_date>2008-05-20</pub_date>
  <production id="80" media="paper"/>
  <chapter>
    Introduction to XML
    <para>Introduction</para>
    <para>Evolution of XML</para>
    <para>The eXtensible Markup Language (XML)</para>
  </chapter>
  <chapter>
    XML syntax
    <para>Elements must have a closing tag</para>
    <para>Elements must be properly nest</para>
  </chapter>
</document>
```

3.3.2 Declarations

The first line of an XML document is a declaration which notifies that the document has been marked up
as an XML document. The XML declaration itself is a processing instruction and therefore it begins with
<? and ends with ?>. The version attribute indicates the version of XML specification that the
document complies with and the standalone attribute specifies whether the document has any markup
declarations that are defined in a separate document. Thus, value yes implies no markup declarations in
external documents and no leaves the issue open. The document may or may not access external
documents. The encoding attribute denotes the character encoding system used in the document. The
doctype declaration (second line in the example) declares the name, type and location of the related
Document Type Definition (DTD).

3.3.3 Elements
Elements are the basic unit of XML content. An element consists of a start tag and end tag, and everything in between. Anything between a `<` sign and a `>` sign is a tag except that is inside a comment or a `CDATA` section. Relationships in XML elements are expressed in terms of parents and children. In the given example, `document` is the root element. `Title`, `pub_date`, `production`, and `chapter` are child elements of `document` element and thus it is the parent element. `Title`, `pub_date`, `production`, and `chapter` are siblings (or sister elements) because they have the same parent.

Elements can have different content types such as elements that contain other elements like `document` element, mixed that contains both text and other elements as `chapter` element, simple that contains only text like `para` element in the example, or empty that contains no information like `production` element. In case of empty elements no closing tag appears.

The name of an element cannot contain space and must not start with a number or punctuation character or with the word `xml`. XML elements can have attributes in name/value pairs which provide additional information about elements and the attribute values must always be enclosed in either single or double quotes.

### 3.3.4 Comments

The comments are the character data in an XML document that XML processor ignores. The comments follow the syntax of `<!-- content -->`. The content of the comment should not have – or -- characters that might confuse XML parser and also a comment should not be placed within a tag and cannot be nested.

### 3.3.5 Character references

Character data includes any legal character except `<` which is reserved for the start of a tag. XML provides a set of entity references that helps to avoid the ambiguity in specifying character data against markup. In XML, `>`, `<`, `&`, and `'` characters can be substituted by `&gt`, `&lt`, `&amp`, `&quot`, and `&apos` respectively. `CDATA` blocks in XML provides a convenience measure to include large blocks of special character data. For example, an internal Cascading Style Sheet can be defined in `CDATA` block. `]]>` is not allowed within a `CDATA` block as it signals the end of a `CDATA` block.

### 3.3.6 Processing instructions

A processing instruction is a bit of information meant for the application using the XML document. That is, they are not really of interest to the XML parser. Instead, the instructions are passed intact, straight to the application using the parser. The application can then pass this on to another application or interpret itself. All processing instructions follow the generic format of `<?name_of_application instruction_is_for Instructions?>` and all processing instructions must be in lowercase. For example, `xml declaration` is a processing instruction, which name is `xml`.

### 3.4 Document Type Definition (DTD)

In XML the definition of a valid markup is handled by a Document Type Definition – DTD. It is a file (or several files to be used together) with `dtd` extension, written in XML’s Declaration Syntax, which contains a formal description of a particular type of document. DTD sets out what names can be used for element types, where they may occur, and how they all fit together. For example the DTD of the above XML document is as follows:

```xml
<!ELEMENT Document (Chapter+ | ANY)>
<!ELEMENT Title (#PCDATA)>
<!ELEMENT Pub_date (#PCDATA)>
<!ELEMENT Production (EMPTY)>
<!ATTLIST Production id NMTOKEN #REQUIRED>
```
In DTDs all keywords must be in uppercase, such as ELEMENT, ATTLIST, #REQUIRED etc. However user defined elements and attributes can be in any case the user chooses, as long as they are consistent. A DTD can be either included as part of a well-formed XML document (standalone="yes"), or it can be referenced from an external source, (standalone="no"). When external DTD is referenced, the SYSTEM attribute whose value indicates the location of DTD has to be added to the DOCTYPE declaration. Thus, in order to reference an external DTD, both xml and DOCTYPE declarations have to be changed. An XML document that conforms to the rules of a DTD is called a valid document. A valid document is necessarily well-formed. When XML document is parsed by a processor, the DTD is being firstly parsed and then read the document to identify where every element type comes and how each relates to each other. Using a DTD when editing documents preserve them consistent and valid (W3Schools, 2008).

3.5 XML schema

XML Schemas is a W3C Recommendation for defining the structure, content and semantics of XML documents. It is an alternative to DTD written in Schema Definition Language, which is an XML language for describing and constraining the content of XML documents. In general terms, an XML Schema describes how data is marked up and these files are given with xsd extension. XML Schema offers many advantages over DTD. One of the greatest advantages is the support for data types. Since DTDs are designed for use with text, they have no mechanism for defining the content of elements in terms of data types. Therefore a DTD cannot be used to specify numeric ranges or to define limitations or checks on the data content. The XML Schema provides a means of specifying element content in terms of data type, so that document type authors can provide criteria for validating the content of elements as well as the markup itself. Some other strengths of a Schema are; they are written in XML thus avoids the need for another processing software; supporting namespaces and extensibility to future additions (W3Schools, 2008).

XML Schema of the above example can be defined as below:

```
<?xml version="1.0" encoding="utf-8" ?>
<xsd:schema
    xmlns:xsd="http://www.w3.org/2001/XMLSchema"
    targetNamespace="http://www.unipi.gr"
    xmlns="http://www.unipi.gr"
    elementFormDefault="qualified">
  <!-- An XML Schema Example -->
  <xsd:element name="document" type="docType" />
  <xsd:complexType name="docType" mixed="true">
    <xsd:sequence>
      <xsd:element name="title" type="xsd:string" />
      <xsd:element name="pub_date" type="xsd:date" />
      <xsd:element name="production" type="productionType" />
    </xsd:complexType name="productionType">
    <xsd:restriction base="xsd:integer">
      <xsd:attribute name="id" type="xsd:positiveInteger" />
      <xsd:minInclusive value="0" />
      <xsd:maxInclusive value="1000" />
    </xsd:restriction>
  </xsd:complexType>
</xsd:schema>
```
The schema element is the root element of every XML Schema where xsd is the namespace prefix. The fragment xmlns:xsd="http://www.w3.org/2001/XMLSchema" indicates that the elements and data types used in the Schema come from the "http://www.w3.org/2001/XMLSchema" namespace. The targetNamespace attribute indicates that the elements defined by this schema are from "http://www.unipi.gr" namespace and xmlns attribute gives the default namespace. The elementFromDefault= "qualified" fragment indicates that any element used by the XML instance document which will declare in this schema must be namespace qualified. All namespaces used in the schema must be declared in prolog and all elements and data types must be defined in the body. An XML Schema document consists of four basic constructs: declaration of elements, definition of types (simpleTypes and complexTypes), the possibility to define sub-types by extending or restricting super-types, and use of aliases (substitutionGroup mechanism).

3.5.1 Simple type

An XML element that contains only text (data in any type) is a simple type element. It cannot contain any other elements or attributes. But it can have a default value or fixed value set. Simple element is defined by

```
<xsd:element name="name_of_element" type="data_type" default="default_value" (or fixed="fixed_value") />
```

Common data types in XML Schema are string, decimal, integer, boolean, date and time. The type of a simple element is defined by <xsd:simpleType>.

3.5.2 Attributes

In Schema an attribute is always declared as a simple type and an element with attributes always has a complex type definition. An attribute is defined by, <xsd:attribute name="attribute_name" type="data_type"/>. Attributes also can have a default or a fixed value specified. Even though all attributes are optional by default, with use attribute it can be explicitly specify whether it is optional or required.

3.5.3 Restrictions and extensions

Defining a type for XML element or attribute imposes a restriction for the element or attribute content. With XML Schemas, it is able to add own user restrictions to user XML elements and attributes. In the example restriction has imposed on id attribute. The id can have only integer values between 0 and 1000 (including that numbers). Likewise to limit the content of an XML element to a set of accepted values, the enumeration constraint can be used. All restrictions that can be applied to data types are given in XML Schema Specification. Moreover types can be defined by extending existing types.

3.5.4 Complex type
An XML element that contains elements, mixed content, empty content or attributes is considered to be a complex type element. For example, document element is a complex one. Its type has been defined as docType separately. The child elements of document element are surrounded by the <xsd:sequence> indicator. Defining complex types separately offers more flexibility, because these types can be used by other elements too.

### 3.6 XML namespaces

Since XML uses no fixed element names, the same element name could be used in different documents to describe different types of elements. If such XML documents are added together, there would be an element name conflict. XML namespaces is a method to avoid these element name conflicts. It solves the name conflicts using a prefix and the namespace attribute (xmlns) alone with element name. The namespace attribute is placed in the start tag of an element and all child elements with the same prefix are associated with the same namespace. The W3C Namespace specification states that the namespace itself should be a Uniform Resource Identifier (URI) which is a string of character that identifies an Internet Resource. The most common URI is the Uniform Resource Locator (URL) which defines an Internet domain address.

### 3.7 Document Object Model (DOM)

XML standards include specifications of how an XML document should be parsed and represented within any computer irrespective of type or operating system. This internal representation (tree representation) of an XML document, which is generated within a computer by an XML parser, is called the Document Object Model – DOM (Le Hegaret, et al., 2004). DOM allows a single document to be accessed in the same way by different applications running on different computer platforms through XML tag references. In a software context, the DOM is a programming API (Application programming Interface) for an XML document, which defines the logical structure of documents, and the way a document is accessed and manipulated. It details the characteristic properties of each element of a document, thereby detailing how these components can be manipulated and, in turn, manipulating the whole document. Therefore with the DOM, programmers can create and build documents, navigate their structure, and add, modify, or delete elements and content. As a W3C specification, one important objective for the DOM is to provide a standard programming interface that can be used in a wide variety of environments and applications. The DOM can be used with any programming language and provides precise, language-independent interfaces.

### 3.8 Unicode system

In HTML, a document is in one particular language, whether English, Japanese or Arabic. Applications that cannot read the characters of that language cannot do anything with the document. But XML uses the Unicode standard, which is a character encoding system that supports intermingling of text in the world’s major languages. Because of that, applications that read XML can properly deal with any combination of these character sets. Thus XML will enable exchange of information in different languages. The character set used in the XML document encoding is specified in xml declaration with encoding attribute. Since XML is fully internationalized for both European and Asian languages, with all conforming processors required to support the Unicode character sets in UTF-8, UTF-16 and ISO-8859-1.

### 3.9 Viewing XML documents

Since XML documents are text based, they can be viewed in any text editor. But they will not view any hierarchical structure of the document elements. The browsers like Internet Explorer 5.0 (and higher), Netscape 6 or any other XML editors like XMLSpy can be used to view XML documents. Any error in an XML document will be reported by those browsers or editors. As mentioned above, since XML elements are user defined the browser has no idea how to display the content other than just viewing whole document as it is. Therefore XML documents are associated with stylesheets which provides GUI (Graphic User Interface) instruction for a processing application like a web browser. There are different
ways to visualize the content of an XML document using these stylesheets and they are presented in Figure 3-2. In addition, JavaScript (or VBScript) can be used to import data from an XML document and display them inside an HTML page. The use of eXtensible Stylesheet Language family – XSL (Adler, et al., 2001) in XML data visualization will be discussed in the next chapters.

![Figure 3-2: Options for displaying XML documents](image)

### 3.10 Stylesheets

The stylesheets are the documents that provide information on data presentation. The international standard for stylesheet for SGML document is DSSL, the Document Style and Semantic Specification Language. This provides Schema-like languages for stylesheets and document conversion, and is implemented in the Jade formatter. Cascading Stylesheet provides a simple syntax for assigning styles to elements, and has been partly implemented in some HTML browsers. Extensible Stylesheet Language has been created for use specifically with XML. It uses XML syntax but combines formatting features from both DSSL and CSS. The stylesheet of an XML document should be declared in the prolog section of the XML document in the format of `<?xml:stylesheet href="location_of_stylesheet" type="text/xsl"?>` in case of CSS the `type="text/css"`.

The separation of style from the content allows for the same data to be presented in different ways and it enables:

- Reuse of fragments of data: the same content should look different in different contexts.
- Multiple output formats: different media (paper, online), different sizes (manuals, reports), different classes of output devices (workstations, handheld devices)
- Styles tailored to the reader’s preferences (e.g. accessibility): print size, color, simplified layout for audio readers.
- Standardized styles: corporate stylesheets can be applied to the content at any time.
- Freedom from style issues for content authors: technical writers need not be concerned with layout issues because the correct style can be applied later.

A stylesheet specifies the presentation of XML content using two basic categories of techniques. One is an optional transformation of the input document into another structure and the other is a description of how to present the transformed information.

### 3.11 XML based markup languages

Due to the flexibility and robustness of XML technology, a number of markup languages have been developed according to the XML standards and some of them are: Chemical Markup Language – CML (Murray-Rust, et al., 1995), a markup language to managing molecular information; Wireless Markup Language – WML (Engelschall, et al., 2001), used to markup Internet applications for handheld devices like mobile phones; MathML (Carlisle, et al., 2003), an XML application for describing mathematical notation and capturing both its structure and content; XSL, a language for expressing stylesheets; GML, for transport and storage of geographic information; and KML to project this geographic information using Google’s Maps/Earth API.

### 3.12 Conclusion
XML is a simplification of SGML. It enables easy implementation, and interoperability with both SGML and HTML. Any valid XML document must have a DTD or Schema that describes the structure. XML separates data content from presentation information. Stylesheets provide presentation information for XML documents and XML elements can be manipulated through the DOM. There are number of markup languages developed in different domains based on XML standards.
4 The Geography Markup Language (GML)

4.1 Introduction

This chapter is focused on Geographic Markup Language, and discusses the use of GML and how it can be used to model geographic data. It also describes the possibilities of visualizing GML data. Through that it explains the structure of GML data and how to visualize them.

4.2 Background and evolution of GML

Geographic Information Systems have proved to be an efficient tool for decision making for various organizations dealing with geographic data. However, implementation of such a system is difficult and relatively costly. High production cost and importance of geographic data in mapping has increased the need of data sharing. Furthermore, geographic information is not confined to a specific system or an application domain. It resides in heterogeneous environments in various application domains and systems. When geographic data is shared between organizations dealing with different applications, there might be a heterogeneity problem if the organizations use different GIS platforms, hence, producing different digital formats of the data. Even if they have identical GIS platforms, and hence use the same database paradigm, e.g., relational, they might have different conceptual database schema, different data collection schemes, or different quality parameters (Bishr, 1997). In this scenario, information cannot be shared or transferred readily. We need to have file conversions and in the latter case, there should be a perfect mapping between the corresponding database schemas.

In the geographic domain, besides information sharing, there is a need of information integration. Geographic data describes the geographic features and phenomena on the Earth, and events on the Earth do not take place in isolation. For example, if an earthquake takes place, many objects like trees, roads, buildings, agricultural fields, and water bodies might become affected. To perform earthquake analysis, we need to have an integrated data set, which describes all the features affected.

Today, the Internet is the main platform for data sharing. The development of Internet has demanded that our technologies be extensible and comprehensible (Lake, 2001). Thus, to share and integrate geographic data in the Internet environment requires a standard data format, which is interoperable, extensible and suitable for Internet Technology. OGC, whose mission is to address the lack of interoperability between systems that process geo-spatial data, has established the XML-based standard, known as GML: The Geographic Markup Language (GML) is an XML encoding for the transport and storage of geographic information, including both the spatial and non-spatial properties of geographic features (Cox, et al., 2004).

GML provides an XML-based encoding of geo-spatial data. It can be viewed as a basic application framework for handling geographic information in an open and non-proprietary way. Like any XML encoding, GML represents (geographic) information in the form of text, thus it can be readily intermixed with a wide variety of data types including text, graphics, audio and more (Lake, 2001). GML documents, like XML, are both human-readable and machine parsable. So, they are easier to understand and maintain than proprietary binary formats.

Like XML, GML also separates content of geographic data from its presentation. GML mainly describes the structure of geographic data without regard to how the data can be presented to a human reader. Since GML is based on the XML standard, it can readily be styled into variety of presentation formats including vector and raster graphics, text, and sound (Cox, et al., 2004). Graphical output such as a map is one of the most common presentations of GML.

OGC initially developed GML 1.0 (May 2000), which was based on a combination of XML DTDs and the Resource Description Framework (RDF). GML 2.0, which replaces GML 1.0, was developed and adopted in March 2001 by OGC. It is entirely based on XML Schema (Thompson, et al., 2004). Adoption of XML Schema in GML incorporates support for type inheritance, distributed schema integration, and namespaces (Lake, 2001). Moreover, it provides a rich set of primitive data types such as string, boolean, float, as well as construction of user-defined complex data types, data ranges and masks. GML 2.0 is based on linear geometry, it does support coordinates to be specified in three dimensions, but it does not provide direct support for three-dimensional geometric constructs.
GML 3.1.1 (OGC, 2004) has been extended to represent geo-spatial phenomena in addition to simple 2D linear features, including features with complex, non-linear, 3D geometry, features with 2D topology, features with temporal properties, dynamic features, coverage and observations. It also provides more explicit support for properties of features and other objects, of which the value is complex. Moreover, it represents spatial and temporal reference systems, units of measure and standards information.

### 4.3 GML features

GML is based on the geographic model developed by the OGC, which describes the world in terms of geographic entities called features. This geographic model is based on the OGC Abstract Specification, which defines a geographic feature as an abstraction of a real world phenomenon, it is a geographic feature if it is associated with a location relative to the Earth (Cox, et al., 2004).

Thus, real world phenomena are represented digitally as a set of features. The state of a feature is defined by a set of properties, where each property has a name, value and type descriptions. Geographic features are those features whose properties may be geometry-valued. Properties of a feature may be simple properties or geometric properties. Properties with simple types (e.g., integer, string, float, boolean) are collectively known as simple properties and the properties that are geometry-valued, are known as geometric properties.

A feature can have multiple simple properties as well as multiple geometric properties. A feature can be composed of other features. Such a feature is termed as a feature collection. A feature collection has a feature type and thus may have its own distinct properties, in addition to the features it contains. A single feature like a city can be composed of other features like rivers, roads and colleges. So, a city can be represented as a feature collection in GML where the individual features in the collection represent roads, rivers and colleges.

#### 4.3.1 Simple features

The GML 3.1.1 specification is concerned with the OGC ‘simple feature’ model. It is the simplified version of a more general model described by the OGC Abstract Specification. There are two major simplifications, which lead to the definition of simple features as:

- Features having either simple properties (integer, real string, boolean) or geometric properties and
- Features whose geometries are assumed to be defined in a two-dimensional SRS, using linear interpolation between coordinates.

The Abstract Feature Model for simple features is presented in Figure 4-1.

#### 4.3.2 Geometry elements

In accordance with the OGC simple feature model, GML provides geometric elements corresponding to the following geometry classes:

- Point,
- LineString,
- LinearRing,
- Polygon,
- MultiPoint,
- MultiLineString,
- MultiPolygon,
- MultiGeometry

In addition there are <coordinates>, <coord>, <pos> and <posList> elements for encoding coordinates and <Box> element for defining extent.

Each geometry element is used to encode instances of the corresponding geometry class. Thus, a Point element is used to encode an instance of the Point geometry class, and a Polygon element is used to encode an instance of the Polygon geometry class and so on.
The coordinates of any Geometry class instance (Point, Polygon) are encoded as a sequence of \texttt{<coord>} elements, or as a single string contained within a \texttt{<coordinates>} element. Examples of the use of \texttt{<coord>} and \texttt{<coordinates>} elements to encode coordinate information are shown below.

\begin{verbatim}
<Point srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <coord><X>37.3</X><Y>23.8</Y></coord>
</Point>

<Point srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <coordinates>37.3,23.8</coordinates>
</Point>
\end{verbatim}

The Box element requires two coordinate tuples to define an extent. So, either a sequence of two \texttt{<coord>} elements or a \texttt{<coordinates>} element with exactly two coordinate tuples can be used. Since a Box cannot be contained by other geometry classes, the \texttt{srsName} attribute must be provided, which identifies the coordinate system. An example is shown below.

\begin{verbatim}
<Box srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <coord>
    <X>0.0</X>
    <Y>0.0</Y>
  </coord>
  <coord>
    <X>52.5</X>
    <Y>55.0</Y>
  </coord>
</Box>
\end{verbatim}

Each Point element consists of either a single \texttt{<coord>} element or a \texttt{<coordinates>} element containing exactly one coordinate tuple. The \texttt{srsName} is optional because a Point element may be contained within other elements that specify a reference system.

A LineString is a piece-wise linear path defined by a list of coordinates that are assumed to be connected by straight line segments. At least two coordinate pairs are required to encode an instance of the LineString class.
Furthermore, there is the alternative of using a `<posList>` pair of tags, so as to define the coordinates. The main difference between these two declaration types is that, with the later, there is no need for the comma (,) separation.

```xml
<LineString srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <coordinates>0.0,0.0 10.0,15.0 65.0,75.0</coordinates>
</LineString>
```

A LinearRing is a closed, piece-wise linear path defined by a list of coordinates that are assumed to be connected by straight line segments. In order to encode an instance of the LinearRing class, at least four coordinate pairs are required and the last coordinate pair must coincide with the first coordinate pair so that it forms a ring. LinearRing is used in construction of Polygons, so the `srsName` attribute is not required here.

A Polygon is a connected surface of which the boundary is a set of LinearRings. The boundaries are characterized as interior and exterior boundaries. A Polygon must have at most one exterior boundary and zero or more internal boundaries. An example of a Polygon instance is given below.

```xml
<Polygon srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <outerBoundaryIs>
    <LinearRing>
      <coordinates>0.0,0.0 60.0,0.0 60.0,60.0 0.0,0.0</coordinates>
    </LinearRing>
  </outerBoundaryIs>
  <innerBoundaryIs>
    <LinearRing>
      <coordinates>10.0,10.0 10.0,30.0 30.0,30.0 10.0,10.0</coordinates>
    </LinearRing>
  </innerBoundaryIs>
</Polygon>
```

A `MultiPoint` is a collection of Points; a `MultiLineString` is a collection LineStrings; a `MultiPolygon` is a collection of Polygons; and a `MultiGeometry` is a collection of any arbitrary geometry elements such as Points, LineStrings, Polygons and so on. Each of these collections uses an appropriate membership property to contain other elements. An example of a `MultiLineString` instance is shown below.

```xml
<MultiLineString srsName="http://www.openings.net/gml/srs/epsg.xml#4326">
  <LineStringMember>
    <LineString>
      <coordinates>25.5,0.5 55.5,60.0</coordinates>
    </LineString>
  </LineStringMember>
  <LineStringMember>
    <LineString>
      <coordinates>54.0,10.5 72.6,40.5</coordinates>
    </LineString>
  </LineStringMember>
</MultiLineString>
```

Thus, GML provides eight geometry elements corresponding to their geometry classes. Among these eight geometry elements, Point, Box, LineString, LinearRing and Polygon are primitive geometry elements, and MultiPoint, MultiLineString, MultiPolygon and MultiGeometry are geometry collections.

If a feature has properties that are geometry-valued, then these properties are termed as geometric properties. Geometry-valued properties describe position and shape of the feature. Since the OGC abstract specification defines a small set of basic geometries, GML defines a set of geometric property elements to associate these geometries with features.

There are three levels of naming geometry properties in GML: formal names that denote geometry properties based on the type of geometry allowed as a property value, descriptive names provide aliases or synonyms for the formal names, and application specific names chosen by user and defined in
application schemas based on GML. The formal and descriptive names for the basic geometric properties are listed in Table 4-1.

<table>
<thead>
<tr>
<th>Formal Name</th>
<th>Descriptive Name</th>
<th>Geometry Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>boundedBy</td>
<td>location, position, centerOf</td>
<td>Box</td>
</tr>
<tr>
<td>pointProperty</td>
<td>location, position, centerOf</td>
<td>Point</td>
</tr>
<tr>
<td>lineStringProperty</td>
<td>centerLineOf, edgeOf</td>
<td>LineString</td>
</tr>
<tr>
<td>polygonProperty</td>
<td>extentOf, coverage</td>
<td>Polygon</td>
</tr>
<tr>
<td>geometryProperty</td>
<td>-</td>
<td>any</td>
</tr>
<tr>
<td>multiPointProperty</td>
<td>multiLocation, multiPosition, multiCenterOf</td>
<td>MultiPoint</td>
</tr>
<tr>
<td>multiLineStringProperty</td>
<td>multiCenterLineOf, multiEdgeOf</td>
<td>MultiLineString</td>
</tr>
<tr>
<td>multiPolygonProperty</td>
<td>multiExtentOf, multiCoverage</td>
<td>MultiPolygon</td>
</tr>
<tr>
<td>multiGeometryProperty</td>
<td>-</td>
<td>MultiGeometry</td>
</tr>
</tbody>
</table>

Table 4-1: Basic geometric properties

4.3.3 Time elements

Recent advances in GML added the ability for describing a wide variety of features that are time dependent from the motion of a person or vehicle, to the development of a hurricane and the impact zone of an earthquake (Lu, et al., 2007). The description of time is handled by the temporal.xsd schema.

One way for representing temporal features in a GML document is by using the <TimePeriod> complex type. This type consists of two distinct simple types <begin> and <end>. Date and time information can be added inside these tags, following several prototyping methods (ISO 8601, CalDate, URI Reference, Decimal value). For the purposes of the current thesis, the ISO 8601 format, has been chosen, which can be seen in the following example.

```xml
<gml:TimePeriod>
  <gml:begin>2001/02/09T16:32.53</gml:begin>
  <gml:end>2001/02/09T16:33.23</gml:end>
</gml:TimePeriod>
```

According to ISO 8601 notation, every timestamp has to conform to the following format (Wolf, et al., 1997):

{Year/Month/DayTHour:Minute.Second}

4.4 Core GML schemas

GML 3.1.1 defines three base schemas for encoding spatial information. These schemas provide the building blocks for constructing GML application schemas. In other words, the base GML schemas provide a meta-schema or set of foundation classes, from which an application schema can be constructed.

The Feature schema defines the general feature-property model which describes both abstract and concrete elements and types. It supports feature collection (as feature type) and includes common feature properties such as \textit{fid} (a feature identifier), name and description. The \texttt{<include>} element in the Feature schema brings in the definitions and declarations contained in the Geometry schema for use in defining feature types. The UML model of Abstract Feature schema is shown in Figure 4-1.

The GML Geometry schema includes the detailed geometry components that are type definitions for abstract geometry elements, concrete (multi) point, line and polygon geometry elements, as well as complex type definitions for the underlying geometry types. The Geometry schema targets the \texttt{gml} namespace. The \texttt{<import>} element in the Geometry schema brings in the definitions and declarations contained in XLink schema. The UML model of Geometry schema is shown in Figure 4-2.

As W3C states, the XLink allow elements to be inserted into XML documents in order to create and describe links between resources. It uses XML syntax to create structures that can describe links similar to the simple unidirectional hyperlinks of HTML, as well as more sophisticated links. The XLink schema in GML provides the XLink attributes to support linking functionality.
4.5 Encoding geographic information with GML

Using the three base XML schemas described above, it is possible to encode a wide variety of geospatial information such as; features with or without geometry, geometry, collection of features, and associations between features. GML 3.1.1 specification explains how these encodings are performed.

A geographic feature in GML is a list of simple and geometric properties. The features are captured as element names in GML and the feature class definition prescribes the named properties that a particular feature type should have. GML follows some conventions in encoding these. Type definitions take the corresponding class name and append the Type suffix. Type names are in mixed case with leading capital (e.g. A Road feature is coded as <element name="Road" type="RoadType"/>, the names of geometric properties and attributes are in mixed case with leading lower case character (e.g. pointProperty, familyName). The abstract elements’ name is in mixed case with leading underscore (e.g. Feature, FeatureCollection).

4.6 GML application schemas

The three core XML Schemas (Feature Schema, Geometry Schema and XLink Schema) alone do not provide a schema suitable for constraining data instances; rather, they provide base types and structures which may be used by an application schema.

A GML application schema is an XML Schema document constructed with the components provided by the base GML schemas. It declares the actual feature types and property types of interest for particular domain, using components from GML in standard ways. Defining an application schema from components in base GML schemas, benefits from standardized constructs and guaranteed to conform to the OGC Feature Model.

Any GML application schema must adhere to the schema development rules described in GML 2.0 specification and must not change the name, definition, or data type of mandatory GML elements. But in application schemas, the abstract type definitions can be freely extended or restricted. Furthermore an application schema must target a namespace and that must not be gml namespace. And such an application schema must be made available to anyone receiving data structured according to that schema.
4.7 Structure of an application schema

As any other XML document, a GML application schema also consists of header (prolog) and body.

The header starts with an xml declaration which consists version and encoding attributes. The value of encoding attribute indicates the Unicode character set used in encoding GML.

```xml
<?xml version="1.0" encoding="utf-8"?>
```

The `<schema>` open tag must contain the namespaces that are used for the schema definition. The `targetNamespace` attribute defines the user namespace, and its value is a unique identifier for the GML namespace. For an example:

```xml
<schema
  targetNamespace="http://www.unipi.gr/gml"
  xmlns:gml="http://www.unipi.gr/gml"
  xmlns:gml="http://www.opengis.net/gml"
  xmlns:xlink="http://www.w3.org/1999/xlink"
  xmlns="http://www.w3.org/2000/10/XMLSchema"
  elementFormDefault="qualified"
  version="1.0">
  <annotation>
    <appinfo>Village.xsd v1.0 </appinfo>
    <documentation xsl:lang="en">
      GML application schema for Topographic data
    </documentation>
  </annotation>
  <!-- import constructs from the GML Feature & Geometry schemas-->
  <import
    namespace="http://www.opengis.net/gml"
    schemaLocation="feature.xsd" />
</schema>
```

The `<annotation>` element provides the information about the application schema and the `<import>` element imports other schema definitions that are used in this schema. In this case the GML feature schema definition (feature.xsd) is imported and it includes geometry and xlinks schemas. The `schemaLocation` attribute describes the location path of the importing schema.

The first `<element>` in the application schema defines the root element and becomes the open tag of the GML file. In schema definition, the root element is a substitutionGroup for the `gml:FeatureCollection` and an extension based on `gml:AbstractFeatureCollectionType`. For example, if the topographic information of a village is modeled in GML, it may consist of road, river, terrain, building, utility and boundary feature classes. The collection of these feature classes is the root element and if it is named as VillageModel, it can be defined in the schema as follows.

```xml
<element
  name="VillageModel"
  type="gml:VillageModelType"
  substitutionGroup="gml:_FeatureCollection" />
<complexType name="VillageModelType">
  <complexContent>
    <extension base="gml:AbstractFeatureCollectionType">
      <sequence>
        <element name="dateCreated" type="date" />
      </sequence>
    </extension>
  </complexContent>
</complexType>
```

There are some properties that are shared by many objects in a schema definition. Such shared definitions are modeled with group definitions in XML Schema. For example, temporal and metadata information will be related to every feature in the model. To inherit these properties in all features, a
complexType can be defined that refers to group definitions and all feature types have to be defined as extensions of that type.

```xml
<complexType name="TopoDataType" abstract="true">
    <complexContent>
        <extension base="gml:AbstractFeatureType">
            <sequence>
                <element name="code_id" type="integer" />
                <group ref="gml:TemporalData" />
                <group ref="gml:MetaData" />
            </sequence>
        </extension>
    </complexContent>
</complexType>
```

Features are the objects that are visible on the map. In the example below, building is a one feature type and the collection of building features are represented by BuildingLayer type. All such feature layers can be defined as a TopoDataLayerType which is an extension of gml:AbstractFeatureCollectionType.

```xml
<complexType name="TopoDataLayerType">
    <complexContent>
        <extension base="gml:AbstractFeatureCollectionType" />
    </complexContent>
</complexType>
```

```xml
<element name="BuildingLayer" type="TopoDataLayerType" substitutionGroup="gml:_FeatureCollection" />
<element name="Building" type="gml:BuildingType" substitutionGroup="gml:_Feature" />
```

```xml
<complexType name="BuildingType">
    <complexContent>
        <extention base="gml:TopoDataType">
            <sequence>
                <element name="type" type="string" />
                <element name="function" type="string" />
                <element name="height_category" type="string" />
                <element name="height" type="string" />
                <element name="status" type="string" />
                <element ref="gml:geometryProperty" />
                <element name="heightlevel" type="integer" minOccurs="0" />
                <element name="name" type="string" minOccurs="0" />
            </sequence>
        </extention>
    </complexContent>
</complexType>
```
All other feature layers can also be defined in the same way.

A property of feature can have a predefined number of allowed values. When such a property is `string` type, it is possible to make an enumeration type for those properties that lists allowed entries. The `function` property of above building feature can be altered as follows:

```xml
<element name="function" type="functionType" />
<simpleType name="functionType">
  <restriction base="string">
    <enumeration value="Municipality" />
    <enumeration value="Police office" />
    <enumeration value="Post office" />
    <enumeration value="Church" />
    <enumeration value="Hospital" />
    <enumeration value="Station" />
    <enumeration value="Storage tank" />
    <enumeration value="Other" />
  </restriction>
</simpleType>
```

### 4.8 Structure of GML documents

Any GML document starts with the standard XML header in which the character encoding and xml version are mentioned. Then the root element of the GML document is appeared with all namespace definitions used in the GML document and schema location. The `<gml:boundedBy>` element contains the bounding box of all the features in the GML document. The `srsName` attribute in the `<Box>` element indicates the spatial reference system where coordinates of features are based on. After the bounding box of all feature collections, each data layer (feature collection) is described alone with related bounding box elements. A GML document fragment based on the above application schema fragment is given below.

```xml
<?xml version="1.0" encoding="utf-8" standalone="no"?>
<!--File: Model.gml-->
<gml:VillageModel
  xmlns:gml="http://www.opengis.net/gml"
  xmlns:xlink="http://www.w3.org/1999/xlink"
  xmlns:xsi="http://www.w3.org/2000/10/XMLSchema-instance"
  xsi:schemaLocation="http://www.unipi.gr/GMLModel.xsd"
  <gml:dateCreated>May 2008</gml:dateCreated>
  <gml:featureMember>
    <gml:boundedBy>
      <gml:Box>
        <gml:coordinates>
          190000,446000 193000,449000
        </gml:coordinates>
      </gml:Box>
    </gml:boundedBy>
  </gml:featureMember>
</gml:VillageModel>
```

### 4.9 Validation of GML documents

The correctness of a GML document has to be checked through validation. First the document must be well formed (that is the document should comply with XML syntax). If it is well formed the next step is to check if the GML document is valid according to its Schema definition. It can be performed with packages like XMLSpy or custom applications using Java/.NET, implemented for this specific reason.
4.10 Viewing GML data

According to the principles of XML technology and GML development goals, GML should not contain presentation data. As a consequence, GML data files do not contain styling information. But there are ways to add styles to the GML features. One method is, when GML data is imported into GIS or other CAD application, styles can be added through that software. Another method is developing a viewer that can read GML data and generate cartographic view. The viewer software needs to have an interactive module to change the graphical properties of the features. It is also possible to provide a separate document that contains styling information along with GML data that viewer software can read both and generates a graphical display. But still this kind of viewers is not commonly available. There is another possibility, which is transforming GML into another XML graphic format, KML and using an already implemented API, the visualization concept is achieved. That is the main focus of this thesis.

4.11 Conclusion

GML is an XML based standard for describing geographic data. GML 3.1.1 is the latest specification in implementation level. GML models Geographic data as feature, and feature collections which are defined in application schemas using the basic constructs provided core GML schemas.

A GML document that is based on such a schema is a valid XML document that can be processed by any XML parser. GML provides no information about presentation and therefore data content has to be converted into another graphical format.
5 The Keyhole Markup Language (KML)

5.1 Introduction

Keyhole Markup Language is an XML geospatial data file format for presenting two- and threedimensional graphics. It has many advantages over other graphics formats. This chapter describes its advantages, capabilities and suitability for viewing geographic data. It also examines the various flavors of users’ applications, which are responsible for visualizing such information.

5.2 Visualization of geographic data

Geographic data provides information of man-made and natural features on earth’s surface such as roads, hydrology, buildings, land cover, terrain relief, and boundaries etc. In the visualization, these features have to be graphically represented. The basic graphic elements points, lines and areas can be used to create the visual designs irrespective of the medium on which it is displayed. Point elements convey a sense of position and are the most fundamental of these three types. Lines are linear array of points and exhibits direction as well as position. Area elements exhibit extent, direction, and position and are two-dimensional array of points (Robinson, et al., 1995).

According to the Bertin’s introduction the shape, size, orientation, color (hue), value (tone) and texture are the graphic variables that can be used to make one symbol different from another (de By, et al., 2001).

In order to make the visualization more meaningful, one should identify and analyze the data to be presented before to symbolize. Text is used in visualization to transfer the information that is not possible to symbolize.

In this research the target presentation media is a Web browser and therefore the graphical format used for the visualization must suit the Web as well as the data content (geographic data).

5.3 Evolution of KML

Most of the graphics on the Web consist of images represented as a sequence of colored pixels. GIF (Graphics Interchange Format), JPEG (Joint Photographic Experts Group) and PNG (Portable Network Graphics) are examples of bit-mapped graphic formats which are based on this principle. An alternative approach for sending pixel values down the Web is sending instructions for drawing features like lines or curves (vectors) and filling these shapes, which offers great advantages over pixel based formats.

By now, a number of vector formats are being used on the Web; e.g. Flash, Precision Graphics Markup Language (PGML), Web Compute Graphic Metafile (WebCGM) and Portable Document Format (PDF).

Their implementation through plug-ins and difficulty in integration with the rest of the Web, prevented them of being used in all the places that natively supported raster graphics could be. Moreover, no single format was widely and well supported by the tools for creating Web pages, and in general there was a lack of cross-platform support and of accessibility and well internationalized solutions (Lilley, 2002).

Keyhole Inc., which was acquired by Google Inc. in 2004, developed a new standard format for vector graphics, KML that matches the needs of content providers and browsers like.

5.4 Keyhole Markup Language (KML)

KML is an XML grammar and file format for modeling and storing geographic features such as points, lines, images, and polygons for display in Google Earth, Google Maps, and Google Maps for mobile. Google’s backing of KML makes it an important format for the exchange of geographic information.
KML 2.0 specification was issued by Google Inc. in 2006 and as it describes, it allows for three main types of graphic objects; vector graphic shapes (e.g. paths consisting of straight lines and curves), images and text.

In KML, graphical objects can be grouped, styled, transformed and composites into previously rendered objects. Furthermore, the feature set may include nested transformations, clipping paths, alpha masks, filter effects, template objects and both procedural and declarative animation. KML drawings can also be dynamic and interactive.

KML is a bridge between design and programming, because unlike traditional methods of creating graphics, graphics in KML are created through an XML based programming language and consequently integrates well with other W3C standards such as the DOM. KML is much like a vector based graphics program, with the exception of an associated graphical program interface. Instead, vector images are created through text based commands that are formatted to comply with XML specifications.

KML offers many important advantages over other formats.
- Zoomable: Images can be magnified without sacrificing sharpness, detail of clarity.
- Text stays text: Text in KML images remains editable and searchable. There are no font limitations and users will always see the image the same way it was created.
- Small file size: On average, KML files are smaller than other Web-graphic formats and are quick to download.
- Display independence: Images are always crisp on screen and print out at the resolution of the printer.
- Color control: KML offers a palette of 16 million colors, support for ICC color profiles, sRGB, gradients and masking.
- Interactivity and intelligence: Since KML is XML based it offers high dynamic interactive graphics far more sophisticated than bitmapped or even Flash images. Moreover KML images can respond to user actions with highlighting, tool tips, special effects, audio, and animation.
- OGC standard: The KML 2.2 specification has been submitted to the Open Geospatial Consortium to assure its status as an open standard for all geo-browsers. As of November 2007, the OGC has a new KML 2.2 Standards Working Group. Comments were sought on the proposed standard until January 4, 2008 and it became an industry standard on April 14, 2008.
- True XML based: Since KML is an XML grammar; it offers all the advantages of XML. Interoperability, Internationalization (Unicode support), Wide tool support, Easy manipulations through standard APIs such as DOM API.
- Easy transformation through XML Stylesheet Language Transformation (XSLT).

5.4.1 Creating KML files

KML documents can be hand-coded using any simple text editor or sophisticated XML editors like TextPad, Vim, or XML-Spy. XML-Spy offers syntax highlighting, elements and attributes completion, validation of KML content against the KML Schema. This method is feasible only for simple and small documents.

Another alternative is to use a custom application which will be fed by geographic data and in turn, it will produce the corresponding files. There are quite a lot applications accomplishing such tasks; to name a few, Google Earth (Google Earth, 2008), Google My Maps (Google Maps, 2008), Map Builder (Bidochko, et al., 2005) etc.

A more flexible, robust and advanced method of generating KML is through XSLT stylesheets. As discussed in the previous chapter, XSLT is designed for XML document transformation. Since KML is XML based, application of XSLT to generate KML from XML data is straightforward. This research emphasizes on this approach for visualizing GML data.

5.5 KML features

An application, which wants to exploit the use of cartographic services of Google, must utilize the API available from the vendor.

The Google Maps API is an interface, which was developed by the Google Company and allows us to integrate Google maps on our Web pages using JavaScript. Can anyone with the facilities provided to
design indicators over maps, or develop even more sophisticated applications. At present, however, services provided by Google are only available for web pages and cannot be used by another application. Not based on an open standard such as SOAP/XML, but uses JavaScript as mentioned above. For this reason, the only way of integrating them are websites.

The advantage of using these services is that they are provided free of charge (at least for web sites with a maximum number 50000 visits/day). The only thing that is needed to use these services is included in the Google system to grant a password to the API of Google (API key). But if the services are rendered free from Google should anyone who uses them not to make them available on the site of payment but also free to visitors of his website. Below is a brief presentation of the characteristics of the services provided by Google Maps API:

- **GMap class**: This is the basic class. An object of class GMap corresponds to a map on the page. A user can create as many instances of this class as she wants (one for each map on page). When creating a new snapshot map, we set an item on page which contains the map. The map then uses size as the size of the item which includes unless we define it differently. The GMap class provides methods for handling the center of the map and the level of zoom, and methods for adding or removing various overlays (such as instances of class GMarker and GPolyline). In addition, it provides methods that give us the possibility to open a “window information” which contains various information on the map.

- **Events**: Usage of the event listeners can introduce dynamic elements to our application. An object of this class provides a number of events (events) and our application’s implementation can “listen” using static methods such as GEvent.addListener or GEvent.bind. So the program can, for example displays a message depending on a user’s click on the map.

- **The Info Window**: Every map has a single “window information”, which displays HTML content in a window above the map. The information window resembles a “bubble” in a book comic. It consists of a region with the content of the information which becomes thinner aside and become as an indicator showing at a designated point on the map. If anyone has used the Google Maps or Google Local, then chances are to have seen a "window information" when clicked on an icon (marker). Another feature of these windows is that nobody can display more than one simultaneously in a given map but can move the window and change its contents if this is desirable.

The basic formula for a window of information is openInfoWindow, which takes an entry point and an HTML DOM element. The window information appears in the text given point of the map and displays the DOM element in the region comprising. OpenInfoWindowHtml method is similar, but takes an HTML string as the second argument instead of a DOM element. Similarly, openInfoWindowXslt gets one point, an XML DOM element and the URL of an XSLT file. It then applies the XSLT transformation in XML to produce the contents of the window. This method carries XSLT asynchronously if not already transferred from the browser user.

Apart from the above, we can also display a window of information from an overlay for example, an icon (marker). To do that we set a pixel offset between the fixed point and the text of the window, as a third argument. The GMarker class includes openInfoWindow methods, which handle the pixel offsets automatically based on the size and shape of the icon, and therefore there is no need for the developer to worry about calculating offsets to its application.

- **Overlays**: The overlays are objects on the map which is “associated” to geographical coordinates, and so moved when the user moves the map or zoom to do this or when visibility is changing the way (Google offers several ways to display a map for example satellite visibility, road map etc). The Google Maps API includes two types of overlays, the markers are icons on the map and polylines lines that are comprised of a number of points.
  - **Markers and Icons**: The GMarker constructor takes as entering an icon and a point and produces a small set of events such as the “click” event, which can then be manipulated in our code. The most difficult part in creating a marker is the definition of the icon. This is difficult because a large number of different images which compose a simple icon in the Maps API. Nevertheless, if one wants a global icon can create a GMarker without defining an icon.
Icons are usually kind pins, with a tip that appears in the location specified by GMarker constructor. Each icon has (at least) one picture on the scene and an image as a shadow. There are more details about how it should be established icons and can be found in the documentation of the Google Maps API (Google Maps API, 2004).

- Polylines: GPolyline constructor takes as a table entry points and creates a series of segments that unite these points in turn given. They can also determine the color, thickness and brightness of the line. The color should be in hexadecimal form as in HTML. More details about the polylines can be found in the documentation of the Google Maps API (Google Maps API, 2004).

Controls: To use control over the map, such as removal or zoom or any other check, there is a method addControl. The Maps API has incorporated the following checks we can use the map:
  - GLargeMapControl: A wide range of motion/zoom control used in Google Maps.
  - GSmallMapControl: One less motion control/zoom used in Google Local.
  - GSmallZoomControl: A small zoom control used in Google Maps to display instructions guidance.
  - GMapTypeControl: Check for enabling the user to change the various types of maps (for example Map and Satellite).

XML and RPC: The Google Maps API offers a “factory method” XMLHttpRequest to create objects that “work” in recent versions of Internet Explorer, Firefox, and Safari. It is also the chance to take in parsing an XML document with a static method GXml.parse, which takes as input a XML string. Please note only that the Google Maps API does not require the use of XML or XMLHttpRequest to work together based solely on a “net” JavaScript/DHTML API.

### 5.6 KML document structure

Google Earth/Maps use KML as its external spatial and temporal data format. KML is XML-based and has a schema. Using KML, organizations can import geospatial data into Google Earth/Maps and, for instance, overlay it on top of the spatial data provided by Google. A sample KML code is presented. This code places a tethered placemark in a predetermined location. As seen here, KML has a tag-based structure, and Google Earth/Maps acts as a browser of KML files.

Besides an ability to situate placemarks, KML has capabilities to manipulate the following 2-dimensional geometric shapes:

- Points: can be visually represented on the Earth's surface by either icons or labels, or both and positioned at different altitudes.
- Lines: can be positioned at various altitudes similar to points. The support for polylines is included.
- Polygons: can be created in Google Earth/Maps, in 2- or 3-D and can be of solid form or with inner boundaries. As a result, complex 3-D shapes can be rendered at various altitudes.

The appearance of these geometric shapes can be manipulated using the following techniques: defining coordinates, extruding to make 3-D shapes, and grouping into collections. Defining coordinates technique is used by entering coordinates and an elevation above the seal level. Extruding works by positioning an element at the specified position and then using the `<extrude>` tag. Grouping into collection is done using `<MultiGeometry>` tag and is used for organization purposes.

In order to enhance the software package's displaying capabilities, image overlays are also supported. Using this technique, it is possible, for example, to overlay a 3-D blueprint of a construction site over the location site where the construction is planned to occur. Image overlays can be divided into two parts: ground overlays and screen overlays. Ground overlays are images that are static with respect to the Earth's surface whereas screen overlays are fixed to the computer screen and are independent of the underlying geography.

Moreover, KML allows one to define one's own schema if the default schema does not satisfy all needs. The schema requires the following elements:

• Schema name: uses <name> tag.
• Field declarations: define individual elements.

The following example illustrates the concept of defining a new schema.

```xml
<Schema>
  <name>States</name>
  <parent>Placemark</parent>
  <SimpleField>
    <name>FIPS</name>
    <type>wstring</type>
  </SimpleField>
  <SimpleField>
    <name>STATE</name>
    <type>wstring</type>
  </SimpleField>
</Schema>
```

In this example two fields are declared: FIPS and STATE, both of type wstring (a UNICODE 16-bit string). The schema itself inherits from Placemark element and is, therefore, capable of working correctly with all the Placemark attributes.

```xml
<?xml version="1.0" encoding="utf-8"?>
<kml xmlns="http://earth.google.com/kml/2.2">
  <Placemark>
    <description>Tethered to the ground by a customizable tail</description>
    <name>Tethethed placemark</name>
    <LookAt>
      <longitude>-122.0856375356631</longitude>
      <latitude>37.42240551227282</latitude>
      <range>305.8880792294568</range>
      <tilt>46.72425699662645</tilt>
      <heading>49.06133439171233</heading>
    </LookAt>
    <visibility>0</visibility>
    <Style>
      <IconStyle>
        <Icon>
          <href>root://icons/palette-3.png</href>
        </Icon>
      </IconStyle>
    </Style>
    <Point>
      <extrude>1</extrude>
      <altitudeMode>relativeToGround</altitudeMode>
      <coordinates>
        -122.08562,37.42244,50
      </coordinates>
    </Point>
  </Placemark>
</kml>
```

From the sample code above, we can sort out the core elements of which a KML document is comprised.

The root element of a KML file is kml. This element is required. It follows the xml declaration at the beginning of the file. The <kml> element may also include the namespace for any external XML schemas that are referenced within the file.
A Placemark is a Feature with associated Geometry. In Google Earth, a Placemark appears as a list item in the Places panel. A Placemark with a Point has an icon associated with it that marks a point on the Earth in the viewer.

The description element is user-supplied text that appears in the description balloon. It supports plain text as well as a subset of HTML formatting elements, including tables.

In a similar manner, the name element is user-defined, text displayed in the viewer as the label for the object.

The LookAt element defines a virtual camera that is associated with any element derived from Feature. Its purpose is to position the camera in relation to the object that is being viewed. This element is comprised of several other sub-elements; some of them are:

- longitude: Longitude of the point the camera is looking at. Angular distance in degrees, relative to the Prime Meridian. Values west of the Meridian range from −180 to 0 degrees. Values east of the Meridian range from 0 to 180 degrees.
- latitude: Latitude of the point the camera is looking at. Degrees north or south of the Equator (0 degrees). Values range from −90 degrees to 90 degrees.
- range: Distance in meters from the point specified by <longitude>, <latitude>, and <altitude> to the <LookAt> position.
- tilt: Angle between the direction of the <LookAt> position and the normal to the surface of the earth. Values range from 0 to 90 degrees. Values for <tilt> cannot be negative. A <tilt> value of 0 degrees indicates viewing from directly above. A <tilt> value of 90 degrees indicates viewing along the horizon.
- heading: Direction (azimuth) of the camera, in degrees. Default=0 (true North). Values range from 0 to 360 degrees.

The visibility element is a boolean value, which specifies whether the feature is drawn in the viewer when it is initially loaded. In order for a feature to be visible, the <visibility> tag of all its ancestors must also be set to 1.

Style element defines an addressable style group that can be referenced by StyleMaps and Features. Styles affect how Geometry is presented in the viewer and how Features appear in the Places panel of the List view. Its sub-elements are:

- IconStyle: Specifies how icons for point Placemarks are drawn, both in the Places panel and in the viewer of Google Earth/Maps.
- Icon: Specifies the icon image
- href: An HTTP address or a local file specification used to load an icon.

Point elements represent geographic locations defined by longitude, latitude, and (optional) altitude. When a Point is contained by a Placemark, the point itself determines the position of the Placemark's name and icon. When a Point is extruded, it is connected to the ground with a line.

- extrude: Specifies whether to connect the point to the ground with a line.
- altitudeMode: Specifies how altitude components in the <coordinates> element are interpreted. Possible values are (clampToGround, relativeToGround or absolute).
- coordinates: A single tuple consisting of floating point values for <longitude>, <latitude>, and <altitude> (in that order). Longitude and latitude values are in degrees, where
  - −180 ≤ longitude ≤ 180
  - −90 ≤ latitude ≤ 90
  - altitude values are in meters above the sea level

As a final note, it has to be mentioned that some of the elements above, have no effect as far as the visualized data are concerned, in the case of Google Maps viewer. That happens because of the nature of the two viewers. Google Earth is a desktop application, which at least has more exotic features. Google Maps on the other hand, is a web application, so it has to be a more light-weight program running over a stateless web protocol (HTTP), in a simple web browser without any plug-ins that is without some features experienced in similar desktop applications.
5.7 Viewing KML data

Viewing a KML file requires some kind of a custom application. Google, as the main vendor of KML, offers two different types of applications, which a user can use in order to get her data visualized. Google Earth is a desktop application which comes with many features. On the other hand, Google Maps is a Web service, offered by Google, with which a user can use only hers’ JavaScript-enabled web browser to get the results. As a web application, Maps has less features in regard to its Earth brother.

5.7.1 Google Earth

Formerly known as Earth Viewer, Google Earth was developed by Keyhole, Inc., a company acquired by Google in 2004. The product was renamed Google Earth in 2005 and is currently available for use on personal computers running Microsoft Windows 2000, XP, or Vista; Mac OS X 10.3.9 and above; Linux and FreeBSD. In addition to releasing an updated Keyhole based client, Google also added the imagery from the Earth database to their web based mapping software (Figure 5-1).

The viewer will show houses, the color of cars, and even the shadows of people and street signs. The degree of resolution available is based somewhat on the points of interest, but most land (except for some islands) is covered in at least 15 meters of resolution. Las Vegas, Nevada and Cambridge, Massachusetts include examples of the highest resolution, at 15 cm (6 inches). Google Earth allows users to search for addresses (for some countries only), enter coordinates, or simply use the mouse to browse to a location.

Google Earth also has digital elevation model (DEM) data collected by NASA’s Shuttle Radar Topography Mission. This means one can view the Grand Canyon or Mount Everest in three dimensions, instead of 2D like other map programs/sites. Since 2006, the 3D views of many mountains, including Mount Everest, have been improved by the use of supplementary DEM data to fill the gaps in SRTM coverage. In addition, Google has provided a layer allowing one to see 3D buildings for many major cities in the US and Japan.

Many people using the applications are adding their own data and making them available through various sources, such as BBS or blogs. Google Earth is able to show all kinds of images overlaid on the surface of the earth and is also Web Map Service client. Google Earth supports managing three-
dimensional geospatial data through KML. It is available in a free version, and in licensed versions for commercial use.

Google Earth has the capability to show 3D buildings and structures (such as bridges), which consist of users’ submissions using SketchUp, a 3D modeling program. In prior versions of Google Earth (before Version 4), 3D buildings were limited to a few cities, and had poorer rendering with no textures.

Many buildings and structures from around the world now have detailed 3D structures; including (but not limited to): U.S., Canada, India, Japan, United Kingdom, Germany, Pakistan, Amsterdam and Alexandria. Three-dimensional renderings are available for certain buildings and structures around the world via Google’s 3D Warehouse and other websites.

Furthermore, Google Earth offers a time-slice bar, which is a very handy tool when a user has to visualize moving objects information. With this tool in hand and a corresponding KML file as source, it is possible to examine an object’s movement in a time range.

5.7.2 Google Maps

Google Maps is a map service that a user views in your web browser. Depending on user’s location, she can view basic or custom maps and local business information, including business locations, contact information, and driving directions. She can also view satellite image with or without map data of a desired location that can be zoomed and panned (Figure 5-2).

![Google Maps UI](image)

**Figure 5-2: Google Maps UI**

Google Maps is a first class solution for displaying the contents of a KML file. The easiest way to do so is to go to the Google Maps page and enter the URL of the KML file as though it were an address or other search term. Such a query results in the following URL:

```
http://maps.google.com?q={kml-url}
```

For example, feeding the KML for the bookstore map back into Google Maps, we get the following:

```
http://maps.google.com/maps?q=http%3A%2F%2Fmaps.google.com%2Fmaps%2Fms%3F%3Fq%26output%3Dnl%26msa%3D1%26ie%3DUTF8%26output%3Dnl%26msid%3D16029721704976049577.000011345e68993fc0e7
```

Trajectory Data Visualization: The VisualHERMES Tool
Google Maps is an incredibly useful KML renderer. First, someone can test KML files without having access to Google Earth. Second, a user can let others look at the content of KML files without requiring them to have Google Earth installed. We should be aware, however, of two caveats in using Google Maps to render KML:

- Google Maps does not implement KML in total; so don’t expect to replace Google Earth with Google Maps for working with KML and
- Google Maps caches KML files that a user renders with it. That is, if we are using Google Maps to test the KML that we are changing, be aware that Google Maps might not be reading the latest version of our KML file.

### 5.7.3 Other viewing applications

The acceptance of KML specification for geographic information is so great, which led many other companies, providing congener services, to adopt it as a secondary option. That is, Microsoft Virtual Earth and Yahoo! Maps, offers the ability to their users, to view KML files using their services.

Furthermore, a developer can always create a custom web application, so to visualize hers KML information, using the Google Maps API as a core component.

### 5.8 KML critique

KML is a powerful XML-type language used to extend the applicability and usefulness of Google Earth/Maps package. However, its disadvantage stems from the fact that it is based on the rigid schema that KML documents must conform to in order to work correctly in Google Earth/Maps. In addition, tag names are ambiguous because of the inherent vagueness of a human language. Therefore, KML is ill-suited to provide spatial data interoperability on the semantic level. M-Language, on the other hand, solves the ambiguity problem and is well positioned to offer spatial data interoperability solutions for disparate data sources.

### 5.9 Conclusion

KML is a really powerful technology for visualizing both spatial and temporal data in the Web. It is a perfect tool for publishing geographic data in the form of maps. Its XML nature in conjunction with a well developed API makes this kind of files really portable and easily to be processed. Finally, usage of free web or desktop applications for viewing this information completes the overall image.
6 The eXtensible Stylesheet Language Transformations (XSLT)

6.1 Introduction

The main focus of this chapter is examining the ways of visualizing XML data and how Extensible Stylesheet Transformations (XSLT) contributes in that process. At the same time it explains how XSLT is used to transform GML data into Keyhole Markup Language (KML).

6.2 EXtensible Stylesheet Language (XSL)

Since XML does not use predefined tags or include formatting information, a generic XML processor that reads an XML document has no idea what is meant by the document and the form which is desired to present it. Therefore, there must be an additional document that provides information on how to present or otherwise process the XML, and that is XSL.

XSL is a specification being developed within W3C for applying formatting to XML documents in a standard way. The specification defines that XSL is a language for expressing stylesheets. Stylesheets are used to describe how the content of a given structured document should be presented; that is how the source content should be styled, laid out, and paginated onto some presentation medium such as a window in a Web browser or a hand-held device, or a set of physical pages in a catalog, report, pamphlet or book (Joshi, 2007).

The Extensible Stylesheet Language consists of three component languages which are described by three W3C recommendations. These are XSL Transformation – XSLT (Clark, 1999), XSL Formatting Objects - XSL-FO (Adler, et al., 2001), and XML Path Language – XPath (Clark, et al., 1999). The XSL Transformation and XSL Formation Objects can function independently of each other (Adler, et al., 2001).

6.2.1 XSL Transformation (XSLT)

XSLT is the most important part of the XSL Standards. It provides elements that define rules for how one XML document is transformed into another XML, HTML or text document. If the transformed document is in XML, it may use the markup and DTD of the original document or it may use a completely different set of elements. XSLT can add new elements into the output file, remove existing elements, rearrange and sort elements, test and make decisions, and a lot more through appropriate stylesheets.

The transformation can be performed in three primary ways. First, XML document and associated stylesheet both can be served to the browser (formatter), which then transforms the document as specified by the stylesheet. Otherwise a server can apply the XSLT stylesheet to the XML document and send the transformed document to the user. And the other possibility is, an XSLT processor transforms the original XML document into specified format according to the stylesheet before the document is placed on the server. Here both server and user only deal with the transformed document.

Each of these three approaches uses different software, although they all use the same XML document and XSLT stylesheet. This thesis emphasizes on the third approach that is more suitable for achieving the research objectives.

6.2.2 XSL Formatting Objects (XSL-FO)

The XSL-FO is an XML application that describes how pages will look when presented to a reader on screen or paper. It describes a rendering vocabulary capturing the semantics of formatting information for paginated presentation. An XSLT stylesheet can be used to transform XML document in semantic vocabulary into a new XML document that uses the XSL-FO presentational vocabulary (Evjenet, 2007).
6.2.3 XML Path Language (XPath)

XPath is a language for referencing specific parts of an XML document, essentially for cases where it is needed to say exactly which of a document are to be transformed by XSLT. XPath is designed to be used by both XSLT and XPointer which defines an addressing scheme for individual parts of an XML document. XPath has an extensible string-based syntax that describes the location path between parts of a document or documents using common path/file file system syntax.

6.3 Tree and nodes

A tree is a data structure composed of connected nodes beginning with a top node called the root. Therefore every well-formed XML document is a tree. The root is connected to its child nodes, each of which is connected to zero or more children of its own, and so forth. The most useful property of a tree is that each node and its children also form a tree. Thus, a tree is a hierarchical structure of trees in which each tree is built out of smaller trees. XSLT models an XML document as a tree that contains seven kinds of nodes: The root, Elements, Text, Attributes, Namespaces, Processing instructions, and Comments. The DTD and document type declaration are specifically not included in this tree (Evjenet, 2007).

6.4 XSLT stylesheet

An XSLT stylesheet is basically a set of rules expressed in Extensible Stylesheet Language for transforming XML documents. In case of data visualization, the role of XSLT stylesheet is to transform the XML data content into a presentation format such as HTML/XHTML, KML, XSL-FO, text or any other structured format. However, traditional stylesheets encode information about the appearance of text and the layout of content. But in the context of GIS, XML data found in GML has to be presented in a graphical format like Keyhole Markup Language which is an XML based language for describing 2D graphics.

6.5 XSLT stylesheet structure and elements

An XSLT stylesheet consists of a set of rules called templates. A template contains a set of template rules which has two parts; a pattern which is matched against nodes in the source tree and a template which can be instantiated to form part of the result tree. This allows a stylesheet to be applicable to a wide class of documents that have similar source tree structures.

As any other XML documents, an XSLT stylesheet begins with an xml declaration. The next line is either <xsl:stylesheet> element or <xsl:transform> element which are completely synonymous defines the start of stylesheet and the root element and declares the document to be an XSLT stylesheet. This element must have a version attribute to indicate the version of XSLT in which the stylesheet is based. The XSLT namespace attribute is given by xmlns:xsl="http://www.w3.org/1999/XSL/Transform" (by convention xsl prefix is used to map the XSLT namespace). The elements that occur as a child of an <xsl:stylesheet> element are called top level elements. The basic structure of a stylesheet is as follows.

```xml
<?xml version="1.0" encoding="utf-8"?>
<xsl:stylesheet
  version="1.0"
  xmlns:xsl="http://www.w3.org/1999/XSL/Transform">
  <!-- Templates go here -->
</xsl:stylesheet>
```

6.5.1 Templates

Template rules defined by <xsl:template> elements are the most important part of an XSLT stylesheet. Each <xsl:template> element contains rules to apply when a specified node is matched in source document. These rules describe the contribution that the matched elements make to the output document.
The rules may contain both texts that will appear literally in the output document and XSLT instructions that copy from the input XML document to the result.

Following template works on gml:Point nodes in the input document and extract the content of coordinates child node. It then creates a new <Point> element in output document with coordinates' contents. It uses another template to work on gml:Name node.

```xml
<xsl:template match="gml:Point">
  <xsl:element name="Point">
    <xsl:element name="coordinates">
      <xsl:value-of select="." />
    </xsl:element>
  </xsl:element>
  <xsl:apply-templates select="gml:name" />
</xsl:template>
```

The match attribute in <xsl:template> element specifies which node of the input document the template is instantiated for. It can also be used to define a template for a whole xml document. (i.e. match="/" defined the whole document). When the XSLT processor reads the input document, the root is the first node it finds and then the rules match that root node are carried out.

To get beyond the root, <xsl:apply-template> element have to be used. By including this element, the formatter is instructed to compare each child element of the matched source element against the templates in the stylesheet, and if a match is found, output the template for the matched node. The xsl:apply-template is supplied with select attribute to designate the children to be selected.

### 6.5.2 Matching nodes

The match attribute of the <xsl:template> element supports a complex syntax that allows to express exactly which nodes are needed and which are not needed to match. The match patterns enable to match nodes by element name, child elements, descendants, attributes, element id, comments, processing-instruction, text, and or operator and, as well as by making simple tests on some of these items.

### 6.5.3 Selecting nodes

The select attribute is used in xsl:apply-templates, xsl:value-of, xsl:for-each, xsl:copy-of, xsl:variable, xsl:param and xsl:sort to specify exactly which nodes are operated on. The value of this attribute is an expression written in the XPath language. The XPath language provides a means of identifying a particular element, group of elements, text fragment, or other part of an XML document.

The expressions are a superset of the match patterns mentioned above. They are not limited to specifying the children and descendants of the current node. XPath provides a number of axes that can be used to select from different parts of the tree relatives to some particular node in the tree called context node. In XSLT, the context node is normally initialized to the current node that the template matches, though there are ways to change this. Figure 6-1 demonstrates the axes provided by XPath.

### 6.5.4 Named templates

The <xsl:template> element can have a name attribute by which it can be explicitly invoked, even when it isn’t applied directly. Such templates are called named templates. Named templates are used to repeat a template rule inside other template rules and they enable to include data from the place where the template is applied. The <xsl:call-template> element is used to call a named template and the value of its name attribute provides the name of the named template.

### 6.5.5 Content of output

In an XML document transformation, it is often necessary to include new elements, attributes, processing instructions, comments, etc. in the output document in order to conform to a desired output structure. For instance, the output of an XSLT stylesheet designed to transform GML content into KML, should comply...
with KML specifications. This is accomplished with the corresponding xsl elements such as `xsl:element`, `xsl:attribute`, `xsl:processing-instruction`, `xsl:comment`, and `xsl:text` elements and attribute value templates.

![Figure 6-1: Axes provided by XPath (Sun Microsystems, 1994)](image)

Attribute value templates copy data from the input document to attribute values in the output. The `<xsl:element>` element inserts an element into the output document. The name of the inserting element is given by the value of the `name` attribute and the content by the content of the `<xsl:element>` element. The `<xsl:attribute>` element defines an attribute name and value and inserts them to the elements in output document. Therefore this must appear as a child of either an `<xsl:element>` or a literal element, before any other content in those elements. When the same group of attributes is applied in many different elements, such as an attribute set can be defined as a top level element with `<xsl:attribute-set>` and inserted wherever necessary with `<xsl:use-attribute-sets>`. The `<xsl:processing-instruction>` element places a processing instruction in the output document. The target of the processing instruction is specified by the `name` attribute and the content of the output `<xsl:processing-instruction>` element become the contents of the processing instruction itself. The `<xsl:comment>` and `<xsl:text>` elements insert comments and text respectively to the output document.

### 6.5.6 Output methods

Most of the XSLT processors support three types of output methods: XML, HTML, and Text. The XSLT processor behaves differently depending on which of these output methods stylesheet uses. The output.
method is defined by the top-level `<xsl:output>` element and its method attribute specifies the output method which is `xml` by default. It also has a number of attributes that allow changing the prolog, indenting, and CDATA sections in the output document as well.

The following four attributes in `<xsl:output>` element format the XML declaration in the output document in case the output method is `xml`. The `omit-xml-declaration` attribute can have the value `yes` or `no` and when the value is `yes`, no XML declaration is included in the output document. At present, the default version of the XML declaration is 1.0 and it’s the only value allowed. The version attribute of `<xsl:output>` element allows to change the version used in XML declaration accordingly in the future. The `encoding` attribute sets the encoding system in output document and its value can be any encoding name registered with the Internet Assigned Numbers Authority. The `standalone` attribute can set the `standalone` attribute and the value `yes` or `no` in XML declaration of the output document.

The XSLT provides no elements for building an internal DTD subset for the output document. However, it provides two attributes of `<xsl:output>` element that can be used to include a DOCTYPE declaration that points to an external DTD. These are `doctype-system` and `doctype-public`. The first inserts a `SYSTEM` identifier for DTD and the second a `PUBLIC` identifier.

The `indent` attribute of `<xsl:output>` element has two values `yes` and `no`. When the attribute has the value `yes`, then the processor is allowed to insert extra white space into the output to make the document printable and more readable.

The standard XSLT does not allow inserting CDATA selections at arbitrary locations in XML documents produced by XSL transformations. However it can be specified that the text content of a particular element in input document to be placed as a CDATA section in output document by placing the name of the element whose text content should be wrapped in CDATA delimiters in the `cdata-section-elements` attribute of the `<xsl:output>` element. For example `<xsl:output cdata-section-element="SCRIPT" />` says that the content of the SCRIPT element in input document should be wrapped in a CDATA section in output document.

The attribute `media-type` of `<xsl:output>` element specifies the MIME media type of the output document. Mostly this will have the value `text/xsl`, but could be `text/html` or `text/plain` for the HTML or text output methods. This is important to the environment in which the XML document exists, but not so to the XML document itself.

## 6.6 Combining stylesheets

XSLT provides two mechanisms to combine stylesheets; an inclusion mechanism that allows stylesheets to be combined without changing the semantics of the stylesheets being combined and an import mechanism that allows stylesheets to override each other.

### 6.6.1 Importing

The `<xsl:import>` element is a top level element whose `href` attribute provides the URI of a stylesheet to import. All `<xsl:import>` elements must appear before any other top-level element in the `<xsl:stylesheet>` root element. Rules in the imported stylesheet may conflict with rules in the importing stylesheet. If so, rules in the importing stylesheet take precedence.

### 6.6.2 Inclusion

The `<xsl:include>` is a top-level element that copies another stylesheet into the current stylesheet at the point where it occurs. Its `href` attribute provides the URI of the stylesheet to include. Unlike in above case, rules included by `<xsl:include>` elements have the same precedence in the including stylesheet.
6.7 Embedding stylesheets

An XSLT stylesheet can directly be embedded in the XML document it applies to. In such a case, the `<xsl:stylesheet>` element must appear as a child of the XSLT document element, rather than a root element itself and have an `id` attribute giving it a unique name. This `id` attribute would appear as the value of `href` attribute in the `xml-stylesheet` processing instruction following the fragment identifier separator `#` in the XML document.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<?xml-stylesheet type="text/xml" href="#mystyle"?>
<Root_Element>
  <xsl:stylesheet
      version="1.0"
      xmlns:xsl="http://www.w3.org/1999/XSL/Transform"
      id="mystyle">
    <xsl:template match="/">
      <!-- Template content goes here -->
    </xsl:template>
    <!-- Other templates go here -->
    <!-- Don’t display the style sheet itself or its descendants -->
    <xsl:template match="xsl:stylesheet"/>
  </xsl:stylesheet>
  <!-- Rest of xml data elements go here -->
  ...
</Root_Element>
```

6.8 Creating an XSLT stylesheet

An XSLT stylesheet must be a well-formed XML document and should comply with XSLT specification, which describes allowed syntax and vocabulary. The content of the stylesheet entirely depends on the input document structure (Schema) and the required output structure. The following general steps in XSLT stylesheet creation are based on the assumption that input is a GML document and output target is KML.

1. XML declaration.
   ```xml
   <?xml version="1.0" encoding="utf-8"?>
   ```

2. Root element of Stylesheet including version and namespace attributes (including all namespaces found in input document).
   ```xml
   <xsl:stylesheet
     version="1.0"
     xmlns:xsl="http://www.w3.org/1999/XSL/Transform"
     xmlns:gml="http://www.opengis.net/gml"
     xmlns:msxsl="urn:schemas-microsoft-com:xslt"
     xmlns:ext="http://goutsidis.gr/extension"
     exclude-result-prefixes="gml msxsl ext"
     >
   ```

3. Declaring top-level elements.
   ```xml
   <xsl:output
     method="xml"
     version="1.0"
     encoding="utf-8"
     indent="yes"
     media-type="application/vnd.google-earth.kml+xml"
   />
   ```

This stylesheet fragment outputs the following declarations in the output document.

```xml
<?xml version="1.0" encoding="utf-8"?>
```
4. Template rule matching the root `<gml:featureCollection>` element of the input document. This may include many computations required to determine attribute values for the root element of the output document and other templates in the stylesheet.

```xsl
<xsl:template match="/gml:featureCollection">


```xsl
<xsl:element
    name="kml"
    namespace="http://earth.google.com/kml/2.2">

An example for the output of this stylesheet fragment is.

```xsl
<kml xmlns="http://earth.google.com/kml/2.2">


```xsl
<Document>
    <Folder>
        <name>VisualHermes</name>
        <Style id="blueLine">
            <LineStyle>
                <color>ffff0000</color>
                <width>3</width>
            </LineStyle>
        </Style>
    </Folder>
</Document>

It creates the following series of elements in the output document.

```xsl
<Document>
    <Folder>
        <name>VisualHermes</name>
        <Style id="blueLine">
            <LineStyle>
                <color>ffff0000</color>
                <width>3</width>
            </LineStyle>
        </Style>
    </Folder>
</Document>

7. Apply all the available templates, according to the elements, that can be found, that is matching, to the original document.

```xsl
<xsl:apply-templates />

For example, the following template is applied if a `<gml:Point>` element is present in the GML document.

```xsl
<xsl:template match="gml:Point">
    <Point>
        <coordinates>
            23.86301,37.99958
        </coordinates>
    </Point>
</xsl:template>

The output of such a template will be as below.

```xml
<Point>
    <coordinates>
        23.86301,37.99958
    </coordinates>
</Point>
For the current thesis’ needs, there are more templates implemented in the corresponding XSLT instructions file. Furthermore, a series of custom C# functions had to be implemented, for the transformations to be accomplished.

### 6.9 XSLT processors

In order to perform the transformations in an XSLT stylesheet, another software program called XSLT processor has to be employed, because the source XML document and the stylesheet both are plain text documents. XSLT processor takes as input an XML document and style sheet to convert the XML document to whatever XML, HTML or Text format. In the transformation, the processor walks through the XML document tree, looking at each node in turn, compares it with the pattern of each template rule in the style sheet. When the processor finds a node that matches a template rule’s pattern, it outputs the rule’s template. At present, many XSLT processors, which conform to XSLT 1.0 specification, have been developed, and Instant SAXON (Kay, 2002) and XMLSpy (Altova, 2005) are among them. Among them, it is possible for a developer to create a custom processor using known development environments such as Java (Sun Microsystems, 1994), Microsoft .NET Framework (Microsoft Corporation, 2008) etc.

### 6.10 Conclusion

XML content can be presented in many ways. Extensible Stylesheet Language Transformation is the W3C specification for reformatting XML documents. XSLT stylesheet consisting transformation rules in templates accomplishes this transformation through an XSLT processor. GML data can be transformed into KML by this method. The structure of the XSLT stylesheet entirely depends on the structure of input and output documents.
7 VisualHERMES Wrapper

7.1 Introduction

In previous chapters, the XML-based open standards that are used to model geographic information and transforming them into visualizations were discussed. This chapter covers the implementation phase of the VisualHERMES wrapper, whose main purpose is to transform relational data (coming from HERMES) into GML and vice versa and in a final stage to produce the corresponding KML files via XSLT rules.

First, the set of requirements is discussed. Following, is a general description of the overall system as well as a more in depth discussion about the components the system is comprised of. Then the processing of an XSLT stylesheet through a XSLT processor is described. Finally, the process of GML queries is adduced, as far as the validation and parsing of them are concerned. Problems and limitations encountered during the implementation are discussed. In this chapter the basic skeletons of all the available files are provided. For more information on a real data set and produced files as well, consult the corresponding Case Study chapter.

7.2 Requirements

The standardization of data exchanged between different parts of the system, is made with the use of GML standard, given the fact that is geographic information. GML is an XML standard formatting of data, which allows the transfer and storage of geographic information, including both spatial and time elements of geographical entities, as well as handling for moving objects. The GML standard is designed to support the maximum cross-functional available and this is achieved through the provision of basic geometric labels (all systems that support GML standard, use the same geometric labels), a common data model (entities and properties) and a mechanism for creating and sharing schemes applications (application schemas); thus enabling the modeling of the semantics of spatial and temporal information.

The interoperability supported by the intermediate level manipulation of data to and from the trajectory DBMS, is completed around providing a shape (schema), with which both incoming and outgoing data is required to comply. At the level of development, this translates to distinguish the operation of the intermediate level in two parts:

1. Data, from which queries are comprised of and which in turn have to be executed from the DBMS, must:
   - Comply with the provided schema (GML Schema),
   - Be valid as far as semantics is concerned and
   - Be transformed into SQL clauses so as their execution to be successful and

2. Data, from which the results produced by queries’ execution, are comprised of must:
   - Be transformed according to the provided, by the intermediate level, schema so as a client can apply any further analysis procedures to a dataset, which meets a well known and commonly accepted format (Figure 7-1).

Finally, for the results’ visualization process and the presentation of them via third-party vendor engines (such as Google Earth/Maps) to be accomplished, it is essential to apply a valid transformation, so as the engines mentioned above, to be able to handle the incoming data. In the current thesis, results have to be transformed using the KML specification. Since both GML and KML data are based on the more general XML data tagging technology, this transformation can be accomplished via XSLT transformation rules (Figure 7-2).

Of course, all the operations mentioned above, from a development perspective, can be integrated under a web application. This application can provide a user with a simple and intuitive working environment, in which someone can construct and send queries, as well as retrieve the corresponding GML results and the visualized KML data, via a web browser, like Microsoft Internet Explorer, Mozilla Firefox etc. In this way, system’s intrinsic operations are encapsulated, making the user capable to use the system without even being aware of SQL.
As far as the queries’ construction and sending are concerned, there are three possible ways available to the user:

1. Manually construct a SQL query
2. Automatic query construction through a bunch of selections on the appropriate option fields and
3. GML file upload, which meets the predefined schema and contains all the appropriate information.

The available results a user is able to receive after a successful query’s execution, using any of the above methods, are the following:

1. GML results file: User receives a hyperlink, through which she can download the final result, in her local computer and
2. KML results file: User receives a second hyperlink, which navigates her to another web page of the application. From there, the user can view the final result visualized on a map, using Google Maps (Google Maps, 2008) and/or Google Earth (Google Earth, 2008).

7.3 Design

The effort of extending HERMES’s interoperability, led to a new tool-application, namely VisualHERMES. This tool is able to be installed and operate without the need of any modifications to the current system (Figure 7-3). In other words, VisualHERMES is an alternative interface to the current system, providing features such as results retrieval based on GML specification. It is able to visualize these results via Google’s Maps/Earth engines too.

![VisualHERMES as an alternative interface](image)

7.3.1 Application architecture

VisualHERMES is based on the 3-tier architecture, for application development, strategy. The selected approach gives the system great capabilities for future extensions. Furthermore, any changes can be targeted to a specific layer, leaving the rest of the overall system intact. Another powerful advantage, the selected approach provides to the system, is that all levels are completely isolated from each other. That is, any layer can completely be replaced with a new and possible better one, without requiring any further modifications (Figure 7-4).

Each level’s development, except the presentation’s one, follows the Dynamic Linked Libraries (DLL) guidelines of Windows operating systems. This approach provides one more advantage to the overall system, as in this way, the presentation layer is loosely-coupled with the other two layers. Thus, other types of applications can be developed, such as desktop applications, Personal Digital Assistant device (PDA) applications\(^1\), Web Services etc., which will be able to provide the same functionality, as the current wrapper does, although they will target to different platforms or even devices.

7.3.2 Data Access Layer

Data Access Layer (DAL) is responsible for accomplishing all the required operations for connecting the wrapper to the database and handling the SQL queries and results as well. In this application’s layer, two important operations take place:

\(^{1}\) Consult Open issues (Section 9.1).
1. Sending users’ SQL queries to HERMES and
2. Getting the primitive results from HERMES’s responses.

![VisualHERMES 3-tier architecture](image)

Figure 7-4: VisualHERMES 3-tier architecture

It is conceivable, that for the current layer to be able to communicate with HERMES system, it has first to establish the corresponding connection. Such an operation is accomplished by this layer using an appropriate data provider.

As far as the primitive results are concerned, it has to be mentioned that the wrapper receives moving object trajectories data from a semantic perspective. These trajectories are composed of two core components; the geographic coordinates and the time interval during which censure was made. Furthermore, we have to notice, that since these information are about trajectories the presence of a pair of points is required. That is, we need a point and the corresponding timestamp for the moving object’s start and another point and timestamp for the stop. Based on the above, the wrapper gets a response with data, which meet the following pattern:

\[(X_1, \ Y_1) - (X_2, \ Y_2) \# \text{Time}Stamp_1 - \text{Time}Stamp_2\]

Each response’s result set may contain multiple pairs for each moving object; in this way a stream of subsequent points and timestamps is constructed.

The SQL queries the wrapper can send to HERMES are typical queries, based on the SQL grammar specification for building queries. They are able to make use of any spatial and/or temporal operators available for representing the desired query. Some of these operators are provided by Oracle’s Spatial package itself and some others by HERMES extension. The wrapper makes simple use of these operators, without any applying further modifications on them.

Furthermore, DAL is responsible for converting primitive data into structures capable for being processed by the next layer. In this way, the loosely-coupling between these two layers is achieved. In other words, the current layer can produce the desired results in any way it wants. The only constraint is that is always has to end up with the same structures.
For the wrapper to be as flexible as possible, DAL does not make use (from the actual code perspective) of any specific data provider. In contrast, we have used generic code, which is able to adapt itself to any possible provider. This provider-agnostic pattern makes this layer more adaptive and interoperable than using any other design practice. The required data provider is declared via an external configuration file.

7.3.3 Business Logic Layer

The Business Logic Layer (BLL) is in charge of modeling the primitive data, received from DAL, to business objects, capable to pass through the required transformations, so as to become proper for the final results construction. Furthermore, in this layer the GML queries’ transformation into SQL clauses is accomplished. After that, the transformed SQL query is able to be sent to DAL for its final execution (Figure 7-5).

![Diagram of Business Logic Layer double role](image)

**Figure 7-5: Business Logic Layer double role**

For the overall system’s needs, we have implanted two core business objects (in the nature of classes). If combined together, it is possible to achieve the required trajectories’ representation for our moving objects. These are the following:

1. **Point**
2. **Trajectory**

Each point has a series of characteristics (attributes) defining it, which are as follows:

1. Geographic coordinates and
2. Timestamp

Consider a single point object with longitude (X) 23.54 and latitude (Y) 37.43 marked at 5:00 pm on June 15, 2008. This point is represented as:

\[(23.54, 37.43) \# 2008/06/15 17:00:00\]

In a similar manner, a set of such points is able to represent a moving object’s trajectory with the following characteristics:

1. Moving object’s ID,
2. Moving object trajectory’s ID and
3. The points set, the trajectory is comprised of.

For example, consider the single point presented above as a starting point of a trajectory and a second similar point with longitude 23.67 and latitude 37.5 marked at 5:15 pm on June 15, 2008. These two points comprise a single trajectory object with ID 0420 of a moving object with ID 0420 represented as:

\[0420, 6, (23.54, 37.43) - (23.67, 37.5) \# 2008/06/15 17:00:00 - 2008/06/15 17:15:00\]

From the above it is conceivable that a trajectory object can be comprised of several starting and stopping points.

Using the already implemented functions from BLL, it is possible to transform these objects into files, the contents of which meet the GML and KML specifications.
As mentioned above, the layer’s main role is double (Figure 7-5); it formats the results and transforms GML queries into SQL clauses. For the GML-to-KML transformation’s needs, we have implemented a set of additional business objects, in the nature of classes as well, making SQL queries’ representation possible, as well as an intuitive type of query. The implemented classes are:

1. **QueryType**: The query’s type literal identification (i.e. Trajectory, Spatial, Temporal etc.),
2. **TimePoint**: Represents a timestamp,
3. **TemporalWindow**: Represents a time window, comprised of two TimePoints
4. **SpatialWindow**: Represents a geographic rectangle, composed of two Points; these points represent the upper-right and lower-left corners respectively and
5. **Query**: Represents the clauses appearing in a SQL query such as type of query, object’s ID, trajectory’s ID, temporal window etc.

A combination of the query’s type along with the additional clauses of it makes the application able to build the appropriate SQL query, via a set of already implemented functions. The final step involves the DAL, through which the newly built query is sent to HERMES.

### 7.3.4 Presentation Layer

As mentioned above, we are able to use different applications, platforms or even devices to access VisualHERMES wrapper. In this way a user is provided with an integrated working environment, through which she is able to send queries and receive results as well. For this reason, a web application based on Microsoft’s ASP.NET (Microsoft ASP.NET, 2008) technology, has been implemented. This interface provides the user the ability to connect to the available services using a simple web browser (i.e. Internet Explorer, Mozilla Firefox etc.). No further plug-ins or custom software is required.

### 7.4 Application modules

Below, we present with the modules which compose each system’s layer. Figure 7-6 depicts the business objects which live in our system.

**Figure 7-6: Business objects class diagram**

As mentioned previously in this chapter, **Point** entity is the core component for representing our data. Each **Point** instance is comprised of a pair of **numbers**, representing the corresponding latitude and longitude of this point, along with a **timestamp**, representing the exact time point.

A list of several **Point** instances composes the **MapPath** element of **Trajectory** entity. Each **Trajectory** instance is accompanied with an **ObjectID** and a **TrajectoryID**; these elements’
values are retrieved from the database and are used for providing extra information when a final object’s trajectory is projected, via Google Maps/Earth.

Two `Point` instances are used to model the corners’ coordinates of a spatial window. A `SpatialWindow` instance is then used as a parameter to a `Query` instance, representing the upper right and lower left corners of this rectangle.

The `TimePoint` entity is used for representing a specific timestamp. It is comprised of several elements, assisting the representation of `Year`, `Month`, `Day`, `Hour`, `Minute` and `Second` concepts. In turn, two `TimePoint` instance are used to model a `TemporalWindow`, in the nature of a time interval (start and stop). This `TemporalWindow` instance is then may be used by a `Query` instance as a parameter.

A `Query` entity is defined, representing the actual query, which is going to be sent to the database, after the necessary conversions are applied. The respective elements represent the actual query values are going to be used.

The type of the query is going to be sent is determined by a `QueryType` instance. It is mainly used by the BLL.

DAL’s entities (classes) are characterized as `dummy`. That is, they do not provide any methods for changing an instance’s state (fields’ values). Any processing of the state is accomplished in BLL.

The Business Logic Layer (BLL), owns a series of entities, presented in Figure 7-7, accommodating business objects states’ modifications. In other words, in this layer someone can get all the methods, through which an instance’s state can be changed.

![Figure 7-7: Business logic layer class diagram](image)

The above is by no means a strict class diagram. Additional entities (surrounded by dashed lines) have been inserted, so as to provide an insight about which business objects are affected by BLL’s methods.

The `Parser` entity is used to provide both validation for a GML query file, and values’ extraction. This composes a `Query` instance, which is transformed into a SQL query, via the `QueryManager` entity. When a `Trajectory` object is instantiated, its coordinate values have to be converted, consulting the `SRIDReader`’s functionality.
Finally, using TrajectoryManager’s methods, a Trajectory instance is able to be persistently stored into a GML/KML file.

The Data Access Layer (DAL), which is presented in Figure 7-8, provides all the functionality required for the wrapper to be able to communicate with the database. That is, a DBManager instance is able to handle the connection process to the database, a query’s mission and any results’ retrieval via its Connection, Query and DataTables elements respectively.

![DBManager Class Diagram](image)

**Figure 7-8: Data access layer class diagram**

### 7.5 Data flow

Following is the corresponding data flow diagram. In this case, a user sends to VisualHERMES a GML query file and receives her results.

![VisualHERMES Data Flow Diagram](image)

**Figure 7-9: VisualHERMES data flow diagram**

Figure 7-9 depicts a series of steps taking place, when a user poses a query to the system. Starting from the upper left corner of the figure, a user uploads a GML file, which represents a query. The system
processes the uploaded file to validate it against the predefined schema (consult Appendix A) and if the file is not valid it returns to the first step, urging the user to correct the file. If the uploaded file is valid, the system parses it in order to extract the required values. In the next step the just extracted values are used to construct the appropriate SQL query, which is sent to HERMES system for execution. After execution is completed, results are returned to VisualHERMES, which is responsible to inform the user. If no results are returned, the overall process reaches the end. On the contrary, if VisualHERMES has results for presentation at its disposal, the process of creating the corresponding trajectories initiates; this process is the transformation of raw data into trajectory business objects. The next step is the construction of the final GML file. This file is then transformed into a KML file. This transformation is accomplished via an external formatting rules file (consult Appendix B). When the two final files’ construction is completed, VisualHERMES informs end-user about the produced results. This is the final step of the overall procedure.

7.6 Development environment

VisualHERMES wrapper has been developed using Microsoft C# 2.0 programming language via Microsoft Visual Studio 2008 Integrated Development Environment, in its overall. As a consequence, Microsoft .NET Framework 2.0 must be installed, for the application to be able to run on a computer.

7.7 Access to data

Microsoft .NET Framework provides its own data access technology, named ADO.NET. ADO.NET is comprised of several core components (classes), accommodating .NET applications to connect to different data sources (usually relational and object-relational DBMSs), execute queries and process retrieved results.

The corner stone for the wrapper to be able to connect to HERMES is the use of and appropriate data provider, accomplishing all the intrinsic processes. Thus, VisualHERMES connects to the DBMS, sends queries and receives the corresponding results (Figure 7-10).

![Data providers diagram](image)

**Figure 7-10: Data providers**

.NET Framework provides several data providers, depending on the data source an application needs to connect to. In VisualHERMES case, the need is to connect to an Oracle DBMS, so the alternatives are the following:

1. .NET Framework Data Provider for OLE DB,
2. .NET Framework Data Provider for ODBC,
3. .NET Framework Data Provider for Oracle and
4. Oracle Data Provider for .NET Framework

From the providers above, the first two are generic approaches, covering a wide variety of DBMSs (and not only); thus the do not provide optimized functions for the connection process. .NET Framework’s provider for Oracle is an optimized alternative for our wrapper’s needs and finally, Oracle’s provider is the best approach we have at our disposal. VisualHERMES makes use of the forth option, Oracle’s data provider.
Data handling occurs in a disconnected nature. That is, the application builds a SQL query, via either users’ selections or a GML query file, sends it to the DBMS and after receiving the results, it terminates the connection. From now on, data are locally stored in our application’s domain for further processing in the nature of a DataTable object, leaving the original data source disengaged (Figure 7-11).

![Disconnected DB access architecture](image)

**Figure 7-11: Disconnected DB access architecture**

7.8 Implementation

To make VisualHERMES wrapper as user-friendly as possible, a web interface (application) has been implemented, through which a user can build the desired queries. The transformation process includes both the GML and KML files, which contain the formatted data. All a user must have is a web browsing application. The prototype has already been tested with Internet Explorer (Microsoft Corp.), Firefox (Mozilla Foundation) and Safari (Apple). Chances are that this application is compatible with almost any browser available in the market today, although it has not been tested. As a final note, the client’s operating system or device does not affect user’s experience (Figure 7-12).

![VisualHERMES query screen](image)

**Figure 7-12: VisualHERMES query screen**
7.8.1 System logon

The first time a user accesses wrapper’s web interface, she is presented with the following logon screen (Figure 7-13):

![VisualHERMES logon screen](image)

VisualHERMES is able to connect to several HERMES instances. Thus, via this option panel, a user is able to select the desired database.

From an administrative perspective, the wrapper retains a configuration file (web.config), which is placed in application’s root directory. An administrator can edit this XML-based file so as to modify several aspects of the application, including the available databases. A typical file’s contents can be as the following:

```xml
<?xml version="1.0"?>
<configuration>
  <!-- In this area we define the appropriate connection strings -->
  <connectionStrings>
    <add name="OfficialHERMES" connectionString="{HOST, PORT, SERVICE_NAME, USER_ID etc.}" providerName="Oracle.DataAccess.Client" />
    <add name="ExperimentalHERMES" connectionString="{HOST, PORT, SERVICE_NAME, USER_ID etc.}" providerName="System.Data.OracleClient" />
  </connectionStrings>
  ...
</configuration>
```

The file above provides the administrator with a human-readable set of directives. Each <add> element represents an HERMES’s instance with the corresponding connection information. Thus, an administrator is able to add as many records she wants and the wrapper’s logon screen will fetch all of them on a user’s first connection.

7.8.2 Query building

From the application’s query screen, a user can choose the way she is going to build the query. The alternatives she has at her disposal are as follows:

1. Build the SQL query manually in the Query field,
2. Choose one of the predefined query types in the Query Type field or
3. Upload a GML query file, containing all the required information needed for query’s construction.

Thus, users have the ability to build their queries using any technique there are more familiar with. For example, a user does not have to know anything about SQL or GML. She only has to provide the required values and get the results. A user who is familiar with GML syntax can construct her query file (using a text editor) without being aware of the various spatio-temporal operators HERMES provides.
Finally, a user who has been working with HERMES for some time can construct a query using straight SQL syntax. This method reveals a more flexible schema is which she is able to override the predefined query types and get results based on more sophisticated queries.

If the user selects the NotSet query type, she is presented with an empty text area. Therein, she is able to type any valid SQL query, which is then passed to HERMES via VisualHERMES wrapper. At this point, it has to be mentioned that there is a specific constraint; that is, the SQL query must request three specific fields from the database. These fields are the moving object’s ID (OBJECT_ID), the moving object trajectory’s ID (TRAJ_ID) and of course the actual trajectory field (MPOINT), with the remark of trajectory. Thus, a typical query that could be provided in this area is the following.

\[
\text{SELECT a.object_id, a.traj_id, a.mpoint.to_clob() AS trajectory FROM mpoints a WHERE a.object_id = \{Object ID\} AND a.traj_id = \{Trajectory ID\}}
\]

The use of \text{to_clob()} function, is discussed later in this chapter.

In the case, a user selects one of the predefined query types, she is provided with several fields that must be filled, so the system becomes able to get the required information for building the query. Each option leads to different fields, as described below.

The trajectory query type causes the system to return a specific trajectory, identified by an object ID and a trajectory ID. Thus, it is required from the user to specify the just mentioned values. The equivalent SQL query is as follows.

\[
\text{SELECT a.object_id, a.traj_id, a.mpoint.to_clob() AS trajectory FROM mpoints a WHERE a.object_id = \{Object ID\} AND a.traj_id = \{Trajectory ID\}}
\]

In the case of spatial intersection query type the returned trajectory is restricted inside a given geometry. The user is required to provide both object’s and trajectory’s IDs, as well as a pair of coordinates representing the upper right and the lower left corners of a geographic rectangle. Although HERMES is able to handle any polygonal region, VisualHERMES is restricted to rectangles. The required Oracle’s Spatial operators are \text{SDO_GEOMETRY} and \text{F_INTERSECTION}. The equivalent SQL query is the following.

\[
\text{SELECT a.object_id, a.traj_id, a.mpoint.f_intersection (MDSYS.SDO_GEOMETRY (2003, NULL, NULL, MDSYS.SDO_ELEM_INFO_ARRAY (1, 1003,)) AS trajectory FROM mpoints a WHERE a.object_id = \{Object ID\} AND a.traj_id = \{Trajectory ID\}}
\]
The \texttt{f_intersection} object method returns either a geometry object that is the topological intersection (AND operation) of the two associated moving types projected at a user-defined time point or a moving object whose mapping at each instant represents a geometry that is the outcome of this set operation. Invoking \texttt{f_intersection} method for the simplest moving object, as one would expect, the result of this operation is the projection of itself on the spatial domain at time instants that intersects with other moving types or static geometries and null at time instants where it is not on the boundary or the interior of \texttt{linestrings} and \texttt{polygons} or it coincides with none of the points in a collection of them. Figure 7-14 below depicts the instantiation of a moving object modeling the intersection of a \texttt{Moving_LineString} with a polygon, at three different time points $t_1$, $t_2$, and $t_3$ (Marketos, et al., 2008).

\begin{figure}[h]
\centering
\includegraphics[width=\textwidth]{hermes_intersection.png}
\caption{HERMES intersection operation}
\end{figure}

The temporal intersection query type, returns a trajectory restricted inside a given time period, which is specified by a \texttt{TAU_TLL}’s \texttt{D_Period_Sec} object type as a parameter to the \texttt{at_period} HERMES’s operator. Beside object’s and trajectory’s IDs, the user has to provide values for two time points, representing the corresponding start and stop timestamps. This query type produces the following SQL code.

\begin{verbatim}
SELECT
  a.object_id,
  a.traj_id,
  a.mpoint.at_period
  ( tau_tll.d_period_sec
    ( tau_tll.D_Timepoint_Sec
      ( {Start Timestamp} ),
      tau_tll.D_Timepoint_Sec
      ( {Stop Timestamp} )
    )
  ).to_clob() AS trajectory
FROM
  mpoints a
WHERE
  a.object_id = {Object ID}
  AND
  a.traj_id = {Trajectory ID}
\end{verbatim}
FROM mpoints a
WHERE
    a.object_id={Object ID}
    AND
    a traj_id={Trajectory ID}

The at_period object method is an operation that restricts the moving object to the temporal domain. In other words, by using this function the user can delimit the time period that is meaningful to ask the projection of the moving object to the spatial domain. More specifically, the time period passed as argument to the method is compared with all D_Period_Sec objects that characterize the unit moving objects. If the parameter period does not overlap with the compared period then the corresponding unit type is omitted. If it overlaps, then the time period that defines a unit-moving object becomes its intersection with the given period (Pelekis, et al., 2006).

The average speed query type is more general than the ones mentioned above, due to the fact that it does not require from the user to provide object’s and trajectory’s IDs. Thus, it returns all those trajectories, for which the corresponding moving objects has an average speed inside the range provided. So, a user must declare a lower and an upper speed threshold. HERMES’s f_avg_speed() function is used from our wrapper behind the scenes and more specifically avg_speed measure. The equivalent query produced is the following:

SELECT
    a.object_id,
    a traj_id,
    a mpoint.to_clob() as trajectory
FROM mpoints a
WHERE
    a mpoint.f_avg_speed()
    BETWEEN
    {Lower Bound Speed}
    AND
    {Upper Bound Speed}

The f_avg_speed() measure is calculated by dividing the auxiliary measure sum_speed() (i.e. The sum of the speeds of each trajectory portion TP inside a given base cell bc) with count_trajectories (Marketos, et al., 2008):

\[
\text{AVG\_SPEED(bc)} = \frac{\text{SUM\_SPEED(bc)}}{\text{COUNT\_TRAJECTORIES(bc)}}
\]

Where,

\[
\text{SUM\_SPEED(bc)} = \sum_{TP \in bc} \frac{\text{Len}(TP)}{\text{Width}(TP)}
\]

If a user selects to upload her query via a GML file, she will be presented with a file path field, in which she must provide an appropriate file’s path as it is represented in her local computer.

This file’s contents must first meet XML’s grammar specification. For an uploaded file to be able to be parsed by VisualHERMES there is a second validation level against a predefined schema. This schema defines the accepted tags a file can have. In other words, it acts as a dictionary for the query file’s contents. The uploaded file can be parsed by the wrapper if and only if it has no spelling mistakes, meets the XML grammar rules and uses the accepted directives.

As an example, the following listing is a sample query file, which is equivalent to the trajectory query described previously.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<!-- This is a Trajectory Query -->
<query queryType="Trajectory">
  <trajectory>
    <objectID>{Object ID}</objectID>
    <trajectoryID>{Trajectory ID}</trajectoryID>
  </trajectory>
</query>
```
In correspondence with the available SQL queries discussed above, the following are the equivalent GML queries, VisualHERMES is able to process.

A Spatial Intersection query is as follows.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<!-- This is a Spatial Intersection Query -->
<query queryType="Spatial">
    <trajectory>
        <objectID>{Object ID}</objectID>
        <trajectoryID>{Trajectory ID}</trajectoryID>
    </trajectory>
    <spatial>
        <polygon>
            <exterior>
                <linearRing>
                    <posList>
                        {Upper Right Longitude} {Upper Right Latitude}
                        {Lower Left Longitude} {Lower Left Latitude}
                    </posList>
                </linearRing>
            </exterior>
        </polygon>
    </spatial>
</query>
```

A Temporal Intersection query is as follows.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<!-- This is a Temporal Intersection Query -->
<query queryType="Temporal">
    <trajectory>
        <objectID>{Object ID}</objectID>
        <trajectoryID>{Trajectory ID}</trajectoryID>
    </trajectory>
    <temporal>
        <timePeriod>
            <begin>{Start Timestamp}</begin>
            <end>{Stop Timestamp}</end>
        </timePeriod>
    </temporal>
</query>
```

An Average Speed query is as follows.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<!-- This is an Average Speed Query -->
<query queryType="Speed">
    <avgspeed>
        <lBoundSpeed>{Lower Bound Speed}</lBoundSpeed>
        <uBoundSpeed>{Upper Bound Speed}</uBoundSpeed>
    </avgspeed>
</query>
```

At this point, it has to be mentioned that none of the above uploaded query files is saved permanently on the server (possibly on a hard disk drive). Any file’s process occurs on the fly, that is while the file’s contents are on server’s main memory. When the process is finished, the file is disposed.

No matter what query method is selected by a user, it is required from the latter to provide the right Spatial Reference IDentifier (SRID). This code identifies the coordinate system in which data belong.
This declaration is very important, due to that both GML and KML specifications require data being in the WGS84 (OGP, 2008) reference system (Latitude/Longitude). By specifying the original spatial reference system, VisualHERMES is able to achieve correct data conversion between these two reference systems and finally produce the appropriate files with the correct coordinates in them. All declarations and IDs required by the system are based on codification provided by the OGP Surveying and Positioning Committee, also known as European Petroleum Survey Group – EPSG (EPSG, 2008).

As mentioned above, an uploaded query file has to meet both XML’s and a predefined GML-based schema’s specifications. As far as the latter is concerned, below are the constraints introduced as follows.

1. The query’s type declaration is mandatory as an attribute, inside the file’s first element (NotSet, Trajectory, Spatial, Temporal, AverageSpeed).
2. The moving object’s ID must be defined inside <objectID> element,
3. The moving object trajectory’s ID must be defined inside <trajectoryID> element,
4. If the query is of Spatial type, the spatial window must be provided inside the <posList> element in the following formation:
   
   {Upper Right Longitude}<space>
   {Upper Right Latitude}<space>
   {Lower Left Longitude}<space>
   {Lower Left Latitude}

   This is a core element of a complex type, named <polygon>/<exterior>/<linearRing>/<posList>,
5. If the query is of Temporal type, the temporal window must be defined inside the <begin> and <end> elements respectively, meeting the following notation:

   {Year/Month/DayTHour:Minute:Second}

   These are core elements belonging to a complex type <timePeriod>/<begin> and <timePeriod>/<end>,
6. If the query is of type Speed, the appropriate threshold must be defined inside the <lBoundSpeed> and <uBoundSpeed> elements respectively, which compose the complex type <avgspeed>/<lBoundSpeed> and <avgspeed>/<uBoundSpeed>

As in any SQL query, a user is able to make use of any combination of the above elements. The constraints applicable in this case are as follows.

1. The queryType attribute has to be set as NotSet and
2. An additional complex type named complex has to bound the respective complex types.

As an example, a user can create the following GML query file.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<query queryType="NotSet">
<complex>
  <temporal>
    <timePeriod>
      <begin>{Start Timestamp}</begin>
      <end>{Stop Timestamp}</end>
    </timePeriod>
  </temporal>
  <avgspeed>
    <lBoundSpeed>{Lower Bound Speed}</lBoundSpeed>
    <uBoundSpeed>{Upper Bound Speed}</uBoundSpeed>
  </avgspeed>
</complex>
</query>
```

This produces the following equivalent SQL query, via the wrapper.

```sql
SELECT
  a.object_id,
  a.traj_id,
```
a.mpoint.at_period
{
  tau_tll.d_period_sec
  {
    tau_tll.D_Timepoint_Sec
    {
      (Start Timestamp)
    },
    tau_tll.D_Timepoint_Sec
    {
      (Stop Timestamp)
    }
  }
}.to_clob() AS trajectory
FROM
  mpoints a
WHERE
  a.mpoint.f_avg_speed()
BETWEEN
  {Lower Bound Speed}
AND
  {Upper Bound Speed}

The GML schema’s for query files full specification listing is provided in Appendix A.

A file meeting these specifications is characterized as valid and is able to be processed by the system. VisualHERMES is able to build the appropriate SQL query using the already implemented parser, which is in charge of searching specific data formatting tags. In contrast, if the uploaded file is invalid, the user gets all the appropriate information about the errors occurred and she is able to re-upload a newer (and possibly revised) version of the query file.

7.8.3 Results construction

HERMES is able to respond to spatio-temporal queries, for moving objects. After a valid query’s execution, the system is able to return the corresponding results to VisualHERMES and to be more precise, to the wrapper’s DAL. Returned data are based on a predefined format, as follows.

\{(X_1, Y_1) – (X_2, Y_2) \# TimeStamp_1 – TimeStamp_2 (X_3, Y_3) – (X_4, Y_4) \# TimeStamp_3 – TimeStamp_4…}\n
It has to be mentioned, that the data formation above is not best suited for the wrapper’s needs; as a result, the latter has to re-format the results in a more convenient, tabular, structure. Thus, the first formatting process of the primitive data has to do with the flattening of them in discrete values, based on the following pattern:

<table>
<thead>
<tr>
<th>X1</th>
<th>Y1</th>
<th>TimeStamp1</th>
</tr>
</thead>
<tbody>
<tr>
<td>X2</td>
<td>Y2</td>
<td>TimeStamp2</td>
</tr>
<tr>
<td>X3</td>
<td>Y3</td>
<td>TimeStamp3</td>
</tr>
<tr>
<td>X4</td>
<td>Y4</td>
<td>TimeStamp4</td>
</tr>
</tbody>
</table>

This flattening procedure makes use of regular expressions in a programmatic level, giving the wrapper the ability to search and consequently match specific character patterns, separating the individual entities.

After this step, data are transferred to BLL, so more transformations to be applied on them. Thus, we end up having a set of points and timestamps at our disposal. This transformation is critical, so the system to be able to insert these data into GML- and KML-based files, via the appropriate intrinsic functions. At this point, any spatial reference system conversion is applied.

Based on the fact that our business objects, representing the corresponding data retrieved from HERMES, are ready, the final files can now be created. This process is composed of the following two discrete steps:
1. Create the GML file, where the wrapper traverses all the available trajectory objects and encapsulates them with the appropriate GML tags and
2. Create the KML file, where the wrapper, based on an external XSLT file, applies all the transformation rules, provided by the latter, to the original GML data.

Wrapper’s code for the GML file’s creation works independently, without any manual interference; that is, all the styling rules are hard-coded. Thus, a trajectory dataset, in the nature of business objects, follows the pattern below.

<table>
<thead>
<tr>
<th>X</th>
<th>Y</th>
<th>TimeStamp</th>
</tr>
</thead>
<tbody>
<tr>
<td>479493.6</td>
<td>4199234.9</td>
<td>2001/02/12 17:45:51</td>
</tr>
<tr>
<td>479219.9</td>
<td>4199087</td>
<td>2001/02/12 17:46:21</td>
</tr>
<tr>
<td>479219.9</td>
<td>4199087</td>
<td>2001/02/12 17:46:21</td>
</tr>
<tr>
<td>479013.4</td>
<td>4199078.6</td>
<td>2001/02/12 17:46:51</td>
</tr>
<tr>
<td>479013.4</td>
<td>4199078.6</td>
<td>2001/02/12 17:46:51</td>
</tr>
<tr>
<td>478861.3</td>
<td>4199033.7</td>
<td>2001/02/12 17:47:21</td>
</tr>
</tbody>
</table>

Table 7-1: Trajectories as business objects

These data are transformed into a structure similar to the following.

```xml
<?xml version="1.0" encoding="utf-8" standalone="yes"?>
<gml:featureCollection xmlns:gml="http://www.opengis.net/gml">
  ...
  <gml:featureMember>
    <gml:name>
      Trajectory ID: {Trajectory ID} - Object ID: {Object ID}
    </gml:name>
    <gml:description>
      Trajectory Segment: {Segment ID}
    </gml:description>
    <gml:TimePeriod>
      <gml:begin>{Start Timestamp}</gml:begin>
      <gml:end>{Stop Timestamp}</gml:end>
    </gml:TimePeriod>
    <gml:LineString>
      <gml:posList>
        {Start Point Latitude} {Start Point Longitude}
        {Stop Point Latitude} {Stop Point Longitude}
      </gml:posList>
    </gml:LineString>
  </gml:featureMember>
  ...
</gml:featureCollection>
```

From the above listing becomes clear that all database’s results are bounded by a `<gml:featureCollection>` element and each record is in turn bounded by a `<gml:featureMember>` element. Several other elements can be found in such a file, representing different concepts. These are the following:

- `<gml:name>` – Represents the objects’ name, including objects’ and trajectories’ IDs,
- `<gml:description>` – Represents a text description of objects. In this case each trajectory’s segment ID is provided,
• <gml:TimePeriod> – This element corresponds to the pair of timestamps required to represent a start (<gml:begin>) and a stop (<gml:end>) time point of an object’s movement and
• <gml:LineString> – A LineString element is composed of a <posList> element, which represents the respective coordinates of an intelligible trajectory’s start and stop geographic points.

For the final KML file to be created, another external this time, XML-based file, with the prominent XSLT name, providing formatting rules, consults the wrapper. Such files are based on corresponding patterns (templates). In other words, in these files someone finds declarations specifying both the original and transformed data formats. For the implemented XSLT file’s full listing, consult Appendix B.

Based on the implemented file’s rules, a new KML-based file is created, the contents of which can be shown below.

```xml
<?xml version="1.0" encoding="utf-8"?>
<kml xmlns="http://earth.google.com/kml/2.2">
  <Document>
    <Folder>
      <name>VisualHermes</name>
      <Style id="blueLine">
        <LineStyle>
          <color>ffff0000</color>
          <width>3</width>
        </LineStyle>
      </Style>
      ...
      <Placemark>
        <name>
          Trajectory ID: {Trajectory ID} - Object ID: {Object ID}
        </name>
        <description>Trajectory Segment: {Segment ID}</description>
        <TimeSpan>
          <begin>{Start Timestamp}</begin>
          <end>{Stop Timestamp}</end>
        </TimeSpan>
        <styleUrl>#blueLine</styleUrl>
        <LineString>
          <coordinates>
            {Start Point Latitude},{Start Point Longitude},
            {Start Point Altitude}
            {Stop Point Latitude},{Stop Point Longitude},
            {Stop Point Altitude}
          </coordinates>
        </LineString>
      </Placemark>
      ...
    </Folder>
  </Document>
</kml>
```
As the above file implies, we have an XML-based file, which is composed of a root element `<kml>`. Except the root element, several different elements are presented, each of which represents the following:

- `<name>` - The file’s name as this is presented using a visualization engine (Google Maps/Earth),
- `<Style>` - The styling rules of the presented object. On a map, a trajectory object can be presented using a line object ( `<LineStyle>` ). Based on the styling rules above, the line will have a blue color (`<color>` ) and a width of 3 pixels (`<width>` ),
- `<Placemark>` - Whist a trajectory object is represented by a `<gml:featureMember>` element according to GML specification, KML makes use of the corresponding `<Placemark>` element,
- `<name>` - Represents the objects’ name, including objects’ and trajectories’ IDs,
- `<description>` - Represents a text description of objects. In this case each trajectory’s segment ID is provided,
- `<TimeSpan>` - A `TimeSpan` element is the GML’s `<gml:timePeriod>` equivalent; the same goes for the respective `<begin>` and `<end>` elements,
- `<StyleUrl>` - In a KML file, many styling rules can be defined. Thus, each of the represented objects can be styled using a different rule. In this element is defined the rule’s ID,
- `<LineString>` - As far as `<LineString>` and `<coordinates>` elements are concerned, they represent the `<gml:LineString>` and `<gml:posList>` elements of a GML file.

Although it is not clear from the listing above, we have to mention that a modification occurs, as far as timestamps are concerned. To be more precise, the timestamp format changes when it comes to meet KML specification. Each timestamp in a KML file complies with the following pattern.

```
{Year}-{Month}-{Date}T{Hour}:{Minute}:{Second}Z
```

The files produced by the process described above, are the final result files, VisualHERMES sends to end users. One important issue is that of duplicates in file names. To outflank this issue, a custom naming algorithm has been implemented. The basic files’ name is `Output`. Using the algorithm above, two concatenations are applied.

1. A pseudo-random string, representing a statically unique 128-bits integer (Globally Unique Identifier - GUID), is supplied as a suffix to the original name and
2. A timestamp with seconds’ precision is supplied as a suffix too, to the just renamed file name.

Thus, a typical GML file’s name is based on the following naming pattern.

```
Output-{GUID}-{Date}-{Time}.gml
```

According to the above, the KML file has a name as below.

```
Output-{GUID}-{Date}-{Time}.kml
```

Finally, the produced by VisualHERMES files, are presented to the end user, as two hyperlinks. The first of them represents a GML file the user can download to her local computer. As far as the second (KML) file is concerned, the user is able to get the visualized results, via the same web browser’s window, using the provided Maps services by Google. Through Google Maps API, a second web page has been implemented. Its purpose is to project KML results, VisualHERMES created, on real earth’s maps.

At this point, the end user is provided with several tools. Using them she is able to move selected map regions, zoom in or zoom out etc. Furthermore, each trajectory’s segment carries additional information like the segment (movement) ID, its overall ID as provided by HERMES and the moving object’s ID. For more information about this data, consult the Case Study chapter of this thesis.

### 7.9 Compression features

One of the largest challenges when dealing with XML-based data is the quick increase of files’ sizes. This is due to XML’s nature itself. Tagging each piece of information with several keywords can lead to really large-sized data files, especially if the original dataset is big by its own; this is an often case when dealing
with trajectory data. As a proof of concept for the claim above, we present the following table so as to understand the increase ratios.

<table>
<thead>
<tr>
<th>Rows</th>
<th>Raw (Bytes)</th>
<th>GML (Bytes)</th>
<th>KML (Bytes)</th>
</tr>
</thead>
<tbody>
<tr>
<td>7.550</td>
<td>669.057</td>
<td>3.464.816</td>
<td>3.021.036</td>
</tr>
<tr>
<td>5.771</td>
<td>513.087</td>
<td>2.651.869</td>
<td>2.312.224</td>
</tr>
<tr>
<td>901</td>
<td>79.816</td>
<td>413.139</td>
<td>360.293</td>
</tr>
<tr>
<td>404</td>
<td>35.044</td>
<td>184.806</td>
<td>161.283</td>
</tr>
<tr>
<td>333</td>
<td>29.023</td>
<td>152.180</td>
<td>132.846</td>
</tr>
<tr>
<td>44</td>
<td>3.779</td>
<td>19.856</td>
<td>17.514</td>
</tr>
</tbody>
</table>

Table 7-2: Dataset sizes comparison

The first technique a developer has at her disposal is compression. Based on this approach, sizes tend to be reduced. Especially, in the case of text files (XML is ultimately a text-based grammar), the reduction ratios that can be achieved are really promising. To get an insight about how compression helps in our application domain, consult the following chart.

Figure 7-15: Dataset compression ratios

Introduction of compression techniques has drawbacks as well. First and most critical is that the system becomes more complex. Furthermore, produced files tend to be more difficult while handling them. For example, if a GML file gets compressed, it will require a corresponding decompression mechanism, to become readable again. This is due to the fact that GML is a generic specification and many different applications use such files for processing the underlying data, without being aware of algorithm used to compress the original data file. As a result, handling compressed GML data files is not always trivial, making them unsuitable for generic and interoperable solutions.

The same is not true as far as KML data files are concerned. This happens because KML is used only for presenting data and this projection is accomplished by specific visualization engines. Each of them is aware of the compression mechanism a KML file can use (the Deflate algorithm (Deutsch, 1996)), so it is possible for a visualization engine to get a compressed KML file (known as KMZ files), decompress it on the fly and present the appropriate data. After all, almost all of the known projection engines are aware of KMZ files nowadays.

As far as VisualHERMES is concerned, and from the .NET Framework perspective, it is quite difficult to implement such functionality. .NET Framework has a built-in mechanism supporting the deflate compression algorithm, but when it comes to be applied on physical files, rather than in-memory streams, the appropriate headers are not added into the final result file. This leads to a file, which does not make itself understood to the outer world (namely, applications, that handle KML files).

Although, this rather odd behavior has been fixed in later versions of .NET Framework, in our case (VisualHERMES runs on .NET Framework 2.0), we had to make use of a third-party compression library,
named DotNet Zip Library 1.3 (DotNet Zip, 2007). DotNet Zip Library is an open-source, fully managed code, written in C# DLL library, that provides support for reading and writing Zip archive files and streams, using either Deflate or GZip algorithms. All tests have been made, gave promising results, but due to the increase of overall system’s complexity, this feature is disabled in the current release (although it has been fully implemented and tested).

### 7.10 Problems in implementation

During the development process of VisualHERMES, we faced two main problems. The first was about the spatial reference systems conversion. The other one had to do with HERMES Abstract Data Types – ADT (Oracle Corp., 2003) and the way .NET Framework data providers handle them.

As far as the conversion algorithm is concerned, the problem has its roots in that HERMES uses Oracle’s built-in spatial reference system, which is the Cartesian system. This SRS-agnostic handling of coordinates was a burden for VisualHERMES, due to GML and KML specifications, which demands from the coordinates to be in the WGS84 (Latitude/Longitude) spatial reference system (OGP, 2008). So what the wrapper is supposed to do if a dataset is already in the previously mentioned SRS and another one is in, for example Greek Geodetic Reference System - GGRS87 (OGP, 2008)? How is it going to handle such different data? The approach chosen was the use of a third-party library, named Proj.Net (Guidi, 2007). Proj.Net is an open-source, DLL library, written in C# that performs point-to-point coordinate conversions between geodetic coordinate systems. The spatial reference model used adheres to the Simple Features specification (OGC, 2008). Using its functionality a .NET Framework application can accomplish all the required conversions between different geodetic reference systems via EPSG’s codification.

HERMES uses a set of ADTs to present various custom moving objects’ information. None of the available data providers can handle such types, because it is not aware of the intrinsic functionality a type can have.

For VisualHERMES to be able to handle the data retrieved using HERMES, we have to convert the primitive data into a well known data type, the data provider if aware of, such as varchar2. As a matter of fact, HERMES already supports such kind of functionality, via the corresponding to_string() function, but using a varchar2 as the return data type introduces a drawback. Varchar2 data types can handle a stream of up to 4000 characters. Any stream containing more characters causes HERMES to return an error.

To overcome this issue, a new function has been implemented. This new function uses a CLOB (a variation of the generic BLOB type, targeting in character streams) variable as the return type, capable for handling enormous character streams (approx. 2 x 10^9 characters). By integrating to_clob() function with HERMES’s moving_point core ADT, we are now able to handle large amounts of data via our wrapper. Furthermore, due to the fact that this conversion occurs after the dataset is retrieved from the actual database, there are no drawbacks with SQL queries, some of them do not operate correctly on CLOB data types. The full to_clob()’s function source code (in PL/SQL) is provided in Appendix C.

### 7.11 Conclusion

Data can be transformed in any desired format using various techniques and/or technologies. Using a plain text transformation algorithm we managed to convert raw data into GML structures. GML data can be transformed into KML files based on XSLT styling rules. Any of these well-known specifications, or even custom ones, can be validated via XSD files. All the above operations can be accomplished using an integrated environment, acting as a wrapper for a DBMS.
8 Case Study

8.1 Introduction

As a proof of evidence for the prototype system described in the previous chapter, herein we going to discuss the overall system’s operation using real life trajectory data. We are going to demonstrate all the available ways of building a query, sending it to HERMES and retrieving the corresponding results both in GML and KML format. Visualized results are also presented. Each section follows a specific pattern: Objective, building a query via VisualHERMES’s web interface, SQL equivalent query, GML equivalent query, getting results in GML and finally getting and visualizing KML results.

8.2 Dataset characteristics

The original dataset comes from (R-tree Portal, 2005) and it represents a fleet of school buses moving in Athens metropolitan area between years 2000 and 2001. As a consequence, all the available coordinates’ information is in the Greek Geodetic Reference System 87. This reference system has an ID of 2100 according to EPSG’s codification, in contrast to WGS84’s reference system, which has a corresponding ID of 4326. So VisualHERMES has to get a value of 2100 for the Spatial Reference IDentification – SRID (OGP, 2008). The destination reference system has to always be 4326, so this declaration is not required from the end user.

As a final note, the NotSet query type, option is not discussed independently. This is because all the equivalent SQL queries are fully described as part of the other query types.

8.3 Trajectory query type

The objective is to fetch the trajectory with ID 6, which belongs to a moving object with ID 0420. The web interface through which the query is constructed is illustrated in Figure 8-1.

![VisualHERMES Query](image)

**Figure 8-1: Trajectory web interface**

The SQL and GML equivalents are illustrated in Figure 8-4 and Figure 8-7 respectively.

```sql
SELECT
    a.object_id,
    a.traj_id,
    a.mpoint.to_clob() as trajectory
FROM
    mpoints a
WHERE
    a.object_id = 0420
    AND
    a.traj_id = 6
```

**Figure 8-2: Trajectory SQL query**
Figure 8-3: Trajectory GML query

Figure 8-4 illustrates the results page, which links to two files results in GML and KML formats respectively.

Figure 8-4: Trajectory results page

The results for the produced GML and KML files are presented in Figure 8-5 and Figure 8-6 respectively.

Figure 8-5: Trajectory GML results
Figure 8-6: Trajectory KML results

KML results file can be visualized through Google Maps, as Figure 8-7 depicts.
Spatial Intersection query type

In this scenario we want to fetch object’s 0420 trajectory with ID 6 and restrict it in a geographic rectangle with the following characteristics.

- Upper right corner’s coordinates.
  - Longitude (X): 479610.8
  - Latitude (Y): 4199349.5
- Lower left corner’s coordinates.
  - Longitude (X): 479356.75
  - Latitude (Y): 4199160.95

Figure 8-8 illustrates the web interface to build our query.
Figure 8-8: Spatial Intersection web interface

The query above is translated into a SQL query sent to HERMES. The actual query is depicted in Figure 8-9.

```
SELECT
    a.object_id,
    a.traj_id,
    a.mpoint.f_intersection
    (MDSYS.SDO_GEOMETRY
            (2003,
                NULL,
                NULL,
                MDSYS.SDO_ELEM_INFO_ARRAY
                    (1,
                        1003,
                        3),
                MDSYS.SDO_ORDINATE_ARRAY
                    (479610.8,4199349.5, 479356.75,4199160.95)), 0.001
        ).to_clob() AS trajectory
FROM
    mpoints a
WHERE
    a.object_id = 0420
    AND
    a.traj_id = 6
```

Figure 8-9: Spatial Intersection SQL query

In a similar manner, the GML equivalent, a user can upload is presented in Figure 8-10.
Figure 8-10: Spatial Intersection GML query

Figure 8-11 depicts the corresponding results page. Through this page a user is presented with two hyperlinks pointing to the two result files (GML and KML).

![GML query](image)

Figure 8-11: Spatial Intersection results page

Each of the two files produced for the Spatial Intersection query type is illustrated in Figure 8-12 for the GML file and in Figure 8-13 for the KML one.
<?xml version="1.0" encoding="utf-8" standalone="yes"?>
<gml:featureCollection xmlns:gml="http://www.opengis.net/gml">
  <gml:featureMember>
    <gml:name>Trajectory ID: 6 - Object ID: 0420</gml:name>
    <gml:description>Trajectory Segment: 1</gml:description>
    <gml:TimePeriod>
      <gml:begin>2001/02/12T17:45.36</gml:begin>
      <gml:end>2001/02/12T17:45.51</gml:end>
    </gml:TimePeriod>
    <gml:LineString>
      <gml:posList>
        37.94409 23.76964 37.94306 23.76831
      </gml:posList>
    </gml:LineString>
  </gml:featureMember>
</gml:featureCollection>

Figure 8-12: Spatial Intersection GML results

<?xml version="1.0" encoding="utf-8"?>
<kml xmlns="http://earth.google.com/kml/2.2">
  <Document>
    <Folder>
      <name>VisualHermes</name>
      <Style id="blueLine">
        <LineStyle>
          <color>ffff0000</color>
          <width>3</width>
        </LineStyle>
      </Style>
      <Placemark>
        <name>Trajectory ID: 6 - Object ID: 0420</name>
        <description>Trajectory Segment: 1</description>
        <TimeSpan>
          <begin>2001-02-12T17:45:36Z</begin>
          <end>2001-02-12T17:45:51Z</end>
        </TimeSpan>
        <styleUrl>#blueLine</styleUrl>
        <LineString>
          <altitudeMode>relative</altitudeMode>
          <coordinates>
            23.76964,37.94409,0
            23.76831,37.94306,0
          </coordinates>
        </LineString>
      </Placemark>
      ...
    </Folder>
  </Document>
</kml>

Figure 8-13: Spatial Intersection KML results

Google Maps provides the ability to visualize our KML results file. The visualized results are projected in Figure 8-14.
8.5 Temporal Intersection query type

In this case this objective is to fetch the object’s 0420 trajectory 5 and restrict it into a time interval with the following characteristics.

- Begin date and time: February 9, 2001 at 4:48:53pm and
- End date and time: February 9, 2001 at 4:53:53pm

The query builder provided by the web interface is illustrated in Figure 8-15, while its SQL and GML equivalents are presented in Figure 8-16 and Figure 8-17 respectively.
SELECT
  a.object_id,
  a.traj_id,
  a.mpoint.at_period
  
  ).to_clob() AS trajectory
FROM
  mpoints a
WHERE
  a.object_id = 0420
  AND
  a.traj_id = 5

Figure 8-16: Temporal Intersection SQL query

<?xml version="1.0" encoding="utf-8" ?>
<query queryType="Temporal">
  <trajectory>
    <objectID>0420</objectID>
    <trajectoryID>5</trajectoryID>
  </trajectory>
  <temporal>
    <timePeriod>
      <begin>2001/02/09T16:48.53</begin>
      <end>2001/02/09T16:53.53</end>
    </timePeriod>
  </temporal>
</query>

Figure 8-17: Temporal Intersection GML query

The corresponding links pointing to the produced files are presented though the results page in Figure 8-18.

Figure 8-18: Temporal Intersection results page
The actual files constructed are presented in Figure 8-19 (GML results file) and in Figure 8-20 (KML results file).

```xml
<?xml version="1.0" encoding="utf-8" standalone="yes"?>
<gml:featureCollection xmlns:gml="http://www.opengis.net/gml">
  <gml:featureMember>
    <gml:name>Trajectory ID: 5 - Object ID: 0420</gml:name>
    <gml:description>Trajectory Segment: 1</gml:description>
    <gml:TimePeriod>
      <gml:begin>2001/02/09T16:48.53</gml:begin>
      <gml:end>2001/02/09T16:49.23</gml:end>
    </gml:TimePeriod>
    <gml:LineString>
      <gml:posList>
        38.00457 23.85472 38.00272 23.85752
      </gml:posList>
    </gml:LineString>
  </gml:featureMember>
  ...
</gml:featureCollection>
```

Figure 8-19: Temporal Intersection GML results

```xml
<?xml version="1.0" encoding="utf-8"?>
<kml xmlns="http://earth.google.com/kml/2.2">
  <Document>
    <Folder>
      <name>VisualHermes</name>
      <Style id="blueLine">
        <LineStyle>
          <color>ffff0000</color>
          <width>3</width>
        </LineStyle>
      </Style>
      <Placemark>
        <name>Trajectory ID: 5 - Object ID: 0420</name>
        <description>Trajectory Segment: 1</description>
        <TimeSpan>
          <begin>2001-02-09T16:48:53Z</begin>
          <end>2001-02-09T16:49:23Z</end>
        </TimeSpan>
        <styleUrl>#blueLine</styleUrl>
        <LineString>
          <altitudeMode>relative</altitudeMode>
          <coordinates>
            23.85472, 38.00457, 0
            23.85752, 38.00272, 0
          </coordinates>
        </LineString>
      </Placemark>
      ...
    </Folder>
  </Document>
</kml>
```

Figure 8-20: Temporal Intersection KML results

The visualized version of the produced KML file using Google Maps is presented in Figure 8-21.
8.6 Average Speed query type

In this scenario the goal is to fetch all available moving objects’ trajectories having an average speed between 30 and 60 Km/h.

The web interface accommodating our query building is depicted in Figure 8-22.

The SQL and GML equivalents are presented in Figure 8-23 and Figure 8-24 respectively.
SELECT
   a.object_id,
   a.traj_id,
   a.mpoint.to_clob() AS trajectory
FROM
   mpoints a
WHERE
   CAST(a.mpoint.f_avg_speed() AS number(*,2))
   BETWEEN
       3.00
   AND
       6.00

Figure 8-23: Average Speed SQL query

<?xml version="1.0" encoding="utf-8" ?>
<query queryType="Averagespeed">
   <avgpeed>
      <lBoundSpeed>3.00</lBoundSpeed>
      <uBoundSpeed>6.00</uBoundSpeed>
   </avgpeed>
</query>

Figure 8-24: Average Speed GML query

The corresponding links are provided to the user via the results page, which is presented in Figure 8-25.

Figure 8-25: Average Speed results page

An excerpt of the results files produced by VisualHERMES is illustrated in Figure 8-26 for the GML file and in Figure 8-27 for the corresponding KML file.
Figure 8-26: Average Speed GML results
<?xml version="1.0" encoding="utf-8" standalone="yes"?>
<gml:featureCollection xmlns:gml="http://www.opengis.net/gml">
  <gml:featureMember>
    <gml:name>Trajectory ID: 6 - Object ID: 0420</gml:name>
    <gml:description>Trajectory Segment: 1</gml:description>
    <gml:TimePeriod>
      <gml:begin>2001/02/12T17:45.21</gml:begin>
      <gml:end>2001/02/12T17:45.51</gml:end>
    </gml:TimePeriod>
    <gml:LineString>
      <gml:posList>
        37.94513 23.77097 37.94306 23.76831
      </gml:posList>
    </gml:LineString>
  </gml:featureMember>
  ...
</gml:featureCollection>

Figure 8-27: Average Speed KML results
<?xml version="1.0" encoding="utf-8"?>
<kml xmlns="http://earth.google.com/kml/2.2">
  <Document>
    <Folder>
      <name>VisualHermes</name>
      <Style id="blueLine">
        <LineStyle>
          <color>ffff0000</color>
          <width>3</width>
        </LineStyle>
      </Style>
      <Placemark>
        <name>Trajectory ID: 5 - Object ID: 0420</name>
        <description>Trajectory Segment: 1</description>
        <TimeSpan>
          <begin>2001-02-09T16:48:53Z</begin>
          <end>2001-02-09T16:49:23Z</end>
        </TimeSpan>
        <styleUrl>#blueLine</styleUrl>
        <LineString>
          <altitudeMode>relative</altitudeMode>
          <coordinates>
            23.85472,38.00457,0
            23.85752,38.00272,0
          </coordinates>
        </LineString>
      </Placemark>
      ...
    </Folder>
  </Document>
</kml>

The KML results file can be visualized though Google Maps as illustrated in Figure 8-28.
As mentioned above, this type of query did not described independently. The only notice we have to make is that any of the previously mentioned SQL queries, as any valid SQL query as well, can be typed into the corresponding Query web interface’s field and VisualHERMES, is able to process and execute it, retrieving the appropriate results as shown in Figure 8-29.
8.8 Upload GML query file

According to our schema specification, a user is able to construct more complex queries than the ones discussed previously. Thus, she is able to build queries specifying temporal, speed and spatial operators, all in one file.

In this scenario our intention is to fetch all the available trajectories between February 12, 2001 at 5:45:12pm and February 12, 2001 at 5:45:51pm, with average speed between 5 and 6 Km/h, building and uploading a more complex GML query file, as presented in Figure 8-30.

![Figure 8-30: Uploading a GML query file](image)

The process of uploading a query file is rather intuitive. All a user has to do, is via the corresponding *Browse* button, to select the appropriate file, or type the full file’s path into the corresponding *File* field. VisualHERMES will validate and parse the uploaded document, as to extract the required information.

The SQL and GML equivalents for the above query are illustrated in Figure 8-31 and Figure 8-32 respectively.
SELECT
    a.object_id,
    a.traj_id,
    a.mpoint.at_period
  
  ).to_clob() AS trajectory
FROM
  mpoints a
WHERE
  a.mpoint.f_avg_speed()
    BETWEEN
      5.00
    AND
      6.00

Figure 8-31: Complex SQL query

`<?xml version="1.0" encoding="utf-8" ?>
<query queryType="NotSet">
  <complex>
    <temporal>
      <timePeriod>
        <begin>2001,02,12,17,45,21</begin>
        <end>2001,02,12,17,45,51</end>
      </timePeriod>
    </temporal>
    <avgspeed>
      <lBoundSpeed>5.00</lBoundSpeed>
      <uBoundSpeed>6.00</uBoundSpeed>
    </avgspeed>
  </complex>
</query>`

Figure 8-32: Complex GML query

The user is presented with two separate links pointing to the just created results files, as Figure 8-33 illustrates.
Each of the two files produced for the Spatial Intersection query type is illustrated in Figure 8-34 for the GML file and in Figure 8-35 for the KML one.

```xml
<?xml version="1.0" encoding="utf-8" standalone="yes"?>
<gml:featureCollection xmlns:gml="http://www.opengis.net/gml">
  <gml:featureMember>
    <gml:name>Trajectory ID: 6 - Object ID: 0420</gml:name>
    <gml:description>Trajectory Segment: 1</gml:description>
    <gml:TimePeriod>
      <gml:begin>2001/02/12T17:45.21</gml:begin>
      <gml:end>2001/02/12T17:45.51</gml:end>
    </gml:TimePeriod>
    <gml:LineString>
      <gml:posList>37.94513 23.77097 37.94306 23.76831</gml:posList>
    </gml:LineString>
  </gml:featureMember>
</gml:featureCollection>
```

**Figure 8-34: Complex query GML results**
Figure 8-35: Complex query KML results

The user is able to visualize the KML results file via Google Maps, as depicted in Figure 8-36.

Figure 8-36: GML query file visualized KML data
8.9 Conclusion

This was a brief demonstration, in the nature of a case study, for VisualHERMES prototype. The original dataset belongs to R-tree Portal (R-tree Portal, 2005) representing school buses trajectories in Athens. All the possible querying and resulting methods were discussed, but VisualHERMES is not a closed project. Many other queries can be modeled in its web interface, setting a larger variety of possible uses to HERMES.
9 Conclusions

GML is an open standard, based on XML technology (Bray, et al., 2006), which describes the spatial and temporal data transfer and storage in the Internet environment. Latest advances for extending the standard’s model in version 3 (OGC, 2004) bearing in topologies representation, three-dimensional geometries, surfaces and moving objects, add new dynamics to the acceptance and adoption of GML by the community. The success of such acceptance, therefore, has evolved GML in a first class solution to the problem of exchanging data between heterogeneous user groups.

XML data may be visualized using various methods. To visualize spatial and temporal information, which are based on XML, in a web browser, requires transforming them into a graphical form, it can interpret. There are various options, which provide solutions in this specific application domain, each of which bears its own unique features. In the current research, we selected the KML formatting standard (Google, 2008), because of the proximity to that of XML and because there are already implemented engines for results visualization, without requiring the installation of additional software (plug-ins). One such solution is the Maps service provided by Google Inc. (Google Maps, 2008).

XSLT (Clark, 1999) is a recommendation of W3C, for transforming an XML document to another. Given that GML is a representation based on XML, the XSLT is able to convert GML documents into KML. The respective conversion rules are defined within XSLT stylesheets. With the use of stylesheets, we can obtain additional information from the original GML document, which may be introduced in the final KML document.

Technically, it is possible to develop software for conversion of GML data in any form of graphic representation, but the conversion from GML in KML, using XSLT, brings some advantages. It makes use of XML, a technology on which many functions of the current Internet are based and is also supported by the largest software vendors. The production process of various representations is relatively simple because XML allows the separation of content data from presentation data. In addition, where the GML data make use of a predefined schema, any set of data can be represented on the same stylesheet.

HERMES (Pelekis, et al., 2006) is an extension to the Spatial package of Oracle’s 10g object-relational database management system. Through this expansion, we are able to manage spatio-temporal data (trajectories) for moving objects, which alter their position and/or size, periodically or continuously. In addition, it provides the necessary infrastructure for supporting the queries’ mission for the moving objects managed, using spatial and temporal operators. Due to the fact that HERMES system, acts as a data source for moving objects’ trajectories, in third applications, it seemed appropriate to implement a wrapper, which would be able to format such information in terms of GML, before their mission to the end user, with the ultimate aim of extending system’s interoperability. Furthermore, a user can receive a visualized presentation of the results wanted, on electronic maps, using Google Maps services, via a thin client application, such as a web browser. Therefore, data are formatted in accordance with the KML standard.

For this thesis’s needs, VisualHERMES prototype has been designed and implemented. Through this system, a user is able to connect to a web site, from where is able to send queries to HERMES, either by choosing from a set of predefined formulas, or by sending a GML query file and take the results of that query, based on GML standard. Finally, she is able to get a visualized (KML-based) version of the results, projected on an electronic map using Google Maps service. All the above functionality has been integrated under an intuitive web application.

9.1 Open issues

Although, VisualHERMES acts as a wrapper between HERMES and end users, providing only selection queries, it is not limited to this functionality. Through the appropriate extensions and modifications in application’s source code, the prototype will be able to accommodate several query types, such as insertion queries. Thus, it will be possible for a GML file to be inserted, as far as their underlying values are concerned, into HERMES, in a more bulk fashion. It has to be noted that during insertion queries wrapper’s code has to provide all the transactional mechanisms, thus providing a more effective environment.

An interesting variation of VisualHERMES would be the development of the wrapper for PDAs. These devices provide the important advantage of increased portability giving thus access to the service
of VisualHERMES, literally from any place. Furthermore, the majority of such devices are equipped with GPS receivers. Given that there will be, sometime in the future, the ability to feed HERMES directly with data from a GPS, a user will be able to send spatio-temporal data using her device and receive visualized information via VisualHERMES.

It has to be noted that in many cases the visualized results are not accurate as projected on road maps; see for example Figure 8-14, Figure 8-21 and Figure 8-36. This awkward behavior is either to errors in transmitting the exact location of a moving object from the GPS, or imperfections in the road network, as it appears on the map. The solution to this problem is the on demand use of the so-called Map Matching algorithms (Brakatsoulas, et al., 2005). These algorithms are able to adjust a trajectory, by changing, the original data, so that the final result of a visualized trajectory coincides in the current road network that appears on the map.
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Appendix

A  VisualHERMES GML Schema Definition File

GML query files that are being uploaded into VisualHERMES, must meet the following query definition schema, in order to be processed by the wrapper.

```xml
<?xml version="1.0" encoding="utf-8"?>
<xs:schema id="QuerySchema" elementFormDefault="qualified"
    xmlns="" xmlns:xs="http://www.w3.org/2001/XMLSchema">
    <xs:simpleType name="PosList">
        <xs:restriction base="xs:string">
            </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="ObjectID">
        <xs:restriction base="xs:string">
            <xs:maxLength value="20" />
        </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="TrajectoryID">
        <xs:restriction base="xs:positiveInteger" />
    </xs:simpleType>
    <xs:simpleType name="UBoundSpeed">
        <xs:restriction base="xs:double">
            <xs:minInclusive value="0.0" />
        </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="LBoundSpeed">
        <xs:restriction base="xs:double">
            <xs:minInclusive value="0.0" />
        </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="Begin">
        <xs:restriction base="xs:string">
            <xs:pattern value="\d{4}/\d{2}/\d{2}T\d{2}:\d{2}.\d{2}" />
        </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="End">
        <xs:restriction base="xs:string">
            <xs:pattern value="\d{4}/\d{2}/\d{2}T\d{2}:\d{2}.\d{2}" />
        </xs:restriction>
    </xs:simpleType>
    <xs:simpleType name="QueryType">
        <xs:restriction base="xs:string">
            <xs:enumeration value="NotSet" />
            <xs:enumeration value="Trajectory" />
            <xs:enumeration value="Spatial" />
            <xs:enumeration value="Temporal" />
            <xs:enumeration value="AverageSpeed" />
        </xs:restriction>
    </xs:simpleType>
    <xs:complexType name="LinearRing">
        <xs:sequence>
            <xs:element name="posList" type="PosList" />
        </xs:sequence>
    </xs:complexType>
</xs:schema>
```
<xs:complexType name="Exterior">
  <xs:sequence>
    <xs:element name="linearRing" type="LinearRing" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="Polygon">
  <xs:sequence>
    <xs:element name="exterior" type="Exterior" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="TimePeriod">
  <xs:sequence>
    <xs:element name="begin" type="Begin" />
    <xs:element name="end" type="End" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="Query">
  <xs:sequence>
    <xs:sequence>
      <xs:element name="trajectory" type="Trajectory" minOccurs="0" minOccurs="0" />
      <xs:element name="spatial" type="Spatial" minOccurs="0" />
      <xs:element name="temporal" type="Temporal" minOccurs="0" />
      <xs:element name="avgspeed" type="AverageSpeed" minOccurs="0" />
    </xs:sequence>
    <xs:attribute name="queryType" type="QueryType" use="required" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="Trajectory">
  <xs:sequence>
    <xs:element name="objectID" type="ObjectID" />  
    <xs:element name="trajectoryID" type="TrajectoryID" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="Spatial">
  <xs:sequence>
    <xs:element name="polygon" type="Polygon" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="Temporal">
  <xs:sequence>
    <xs:element name="timePeriod" type="TimePeriod" />
  </xs:sequence>
</xs:complexType>

<xs:complexType name="AverageSpeed">
  <xs:sequence>
    <xs:element name="lBoundSpeed" type="LBoundSpeed" />
    <xs:element name="uBoundSpeed" />
  </xs:sequence>
</xs:complexType>
<xs:complexType>
  <xs:sequence>
    <xs:element name="query" type="Query"/>
  </xs:sequence>
</xs:complexType>
B  VisualHERMES eXtensible Stylesheet Language Transformations File

Each GML results file produced by VisualHERMES has to be transformed according to KML specification, in order to be visualized by Google Earth, Google Maps etc. The transformation rules are defined in the following file:

```xml
<?xml version="1.0" encoding="utf-8"?>
<xsl:stylesheet version="1.0"
    xmlns:xsl="http://www.w3.org/1999/XSL/Transform"
    xmlns:gml="http://www.opengis.net/gml"
    xmlns:msxsl="urn:schemas-microsoft-com:xslt"
    xmlns:ext="http://goutsidis.gr/extension"
    exclude-result-prefixes="gml msxsl ext">
    
    <xsl:output method="xml" version="1.0" encoding="utf-8" indent="yes" media-type="application/vnd.google-earth.kml+xml"/>

    <msxsl:script language="C#" implements-prefix="ext">
        <![CDATA[
        public string formatPosList(string value)
        {
            string[] res = value.Split(' ');  
        }

        public string formatTimeStamp(string value)
        {
            string res = value.Replace("/", "-");  
            return res.Replace(".", ":") + "Z";
        }
    ]]> 
</msxsl:script>

    <xsl:template match="/gml:featureCollection">
        <xsl:element name="kml"
            namespace="http://earth.google.com/kml/2.2">
            <xsl:element name="Document">
                <xsl:element name="Folder">
                    <xsl:element name="name">
                        <xsl:text>VisualHermes</xsl:text>
                    </xsl:element>
                </xsl:element>
            </xsl:element>
        </xsl:element>
    </xsl:template>
</xsl:stylesheet>
```
<xsl:text>blueLine</xsl:text>
</xsl:attribute>
<xsl:element name="LineStyle">
  <xsl:element name="color">
    <xsl:text>ffff0000</xsl:text>
  </xsl:element>
  <xsl:element name="width">
    <xsl:text>3</xsl:text>
  </xsl:element>
</xsl:element>
</xsl:template>

<xsl:template match="gml:featureMember">
  <xsl:element name="Placemark">
    <xsl:apply-templates select="gml:name" />
    <xsl:apply-templates select="gml:description" />
    <xsl:apply-templates select="gml:TimePeriod" />
    <xsl:apply-templates select="gml:Point" />
    <xsl:apply-templates select="gml:LineString" />
    <xsl:apply-templates select="gml:Polygon" />
  </xsl:element>
</xsl:template>

<xsl:template match="gml:name">
  <xsl:element name="name">
    <xsl:value-of select="." />
  </xsl:element>
</xsl:template>

<xsl:template match="gml:description">
  <xsl:element name="description">
    <xsl:value-of select="." />
  </xsl:element>
</xsl:template>

<xsl:template match="gml:TimePeriod">
  <xsl:element name="TimeSpan">
    <xsl:element name="begin">
      <xsl:value-of select="ext:formatTimeStamp(gml:begin)" />
    </xsl:element>
    <xsl:element name="end">
      <xsl:value-of select="ext:formatTimeStamp(gml:end)" />
    </xsl:element>
  </xsl:element>
</xsl:template>

<xsl:template match="gml:Point">
  <xsl:element name="Point">

Trajectory Data Visualization: The VisualHERMES Tool
<xsl:element name="coordinates">
  <xsl:value-of select="." />
</xsl:element>
</xsl:template>

<xsl:template match="gml:LineString">
  <xsl:element name="styleUrl">
    <xsl:text>#blueLine</xsl:text>
  </xsl:element>
  <xsl:element name="LineString">
    <xsl:element name="altitudeMode">
      <xsl:text>relative</xsl:text>
    </xsl:element>
    <xsl:element name="coordinates">
      <xsl:value-of select="ext:formatPosList(gml:posList)" />
    </xsl:element>
  </xsl:element>
</xsl:template>

<xsl:template match="gml:Polygon">
  <xsl:element name="Polygon">
    <xsl:element name="tessellate">
      <xsl:text>1</xsl:text>
    </xsl:element>
    <xsl:element name="outerBoundaryIs">
      <xsl:element name="LinearRing">
        <xsl:element name="coordinates">
          <xsl:value-of select="ext:formatPosList(gml:exterior/gml:LinearRing/gml:coordinates)" />
        </xsl:element>
      </xsl:element>
    </xsl:element>
    <xsl:element name="innerBoundaryIs">
      <xsl:element name="LinearRing">
        <xsl:element name="coordinates">
          <xsl:value-of select="ext:formatPosList(gml:interior/gml:LinearRing/gml:coordinates)" />
        </xsl:element>
      </xsl:element>
    </xsl:element>
  </xsl:element>
</xsl:template>

</xsl:stylesheet>
C HERMES TO_CLOB() Function

In order for HERMES to be able to handle large trajectory datasets that can be sent to
VisualHERMES wrapper, a new function has to be implemented and added.

**MEMBER FUNCTION to_clob**

**RETURN CLOB IS**

```
i   PLS_INTEGER;
str CLOB;
BEGIN
    FOR i IN u_tab.FIRST .. u_tab.LAST LOOP
        str := str ||
            '(' ||
            SUBSTR(TO_CHAR (u_tab(i).m.xi), 0, 10) ||
            ', ' ||
            SUBSTR(TO_CHAR (u_tab(i).m.yi), 0, 10) ||
            ') - (' ||
            SUBSTR(TO_CHAR (u_tab(i).m.xe), 0, 10) ||
            ', ' ||
            SUBSTR(TO_CHAR (u_tab(i).m.ye), 0, 10) ||
            ') # ' ||
            TO_CHAR(u_tab(i).p.b.M_Y) ||
            '/' ||
            TO_CHAR(u_tab(i).p.b.M_M) ||
            '/' ||
            TO_CHAR(u_tab(i).p.b.M_D) ||
            ' - ' ||
            TO_CHAR(u_tab(i).p.b.M_H) ||
            ':' ||
            TO_CHAR(u_tab(i).p.b.M_MIN) ||
            ':' ||
            TO_CHAR(u_tab(i).p.b.M_SEC) ||
            '/T ||
            TO_CHAR(u_tab(i).p.e.M_Y) ||
            '/T ||
            TO_CHAR(u_tab(i).p.e.M_M) ||
            '/T ||
            TO_CHAR(u_tab(i).p.e.M_D) ||
            ' - ' ||
            TO_CHAR(u_tab(i).p.e.M_H) ||
            ':' ||
            TO_CHAR(u_tab(i).p.e.M_MIN) ||
            ':' ||
            TO_CHAR(u_tab(i).p.e.M_SEC);
    END LOOP;
    return str;
END;
```